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Abstract

The increasing digitalization of society has led to vast amounts of data being collected across
many domains. While supervised deep learning has proven highly effective in extracting value
from such data, its need for large labeled datasets poses major challenges. Labeling can be
costly, time-consuming, and often requires domain expertise or controlled settings. Moreover,
sharing a large amount of data, labeled or not, can raise privacy concerns, especially with sensi-
tive information. Human Activity Recognition (HAR) exemplifies these issues: sensors generate
abundant data, but labeling remains difficult, and sharing can lead to unwanted release of pri-
vate conditions, behaviors, habits, or contexts. Similar challenges arise in areas such as smart
homes, medical research, monitoring and diagnostics, robotics, and many more.

This thesis investigates self-supervised learning (SSL) as a strategy to leverage unlabeled
data to improve classification performance in low-labeled-data scenarios. Building on an anal-
ysis of the state-of-the-art, we select and evaluate promising SSL pretraining objectives, includ-
ing several contrastive learning approaches and pretext tasks, and propose a modular multitask
SSL framework that combines multiple objectives to enhance robustness and generalization.
We also explore exploiting unlabeled data during downstream training through pseudo-labeling
and assess the feasibility of applying our multitask approach in federated learning, where data
remains decentralized to preserve privacy. Although designed to be general, our methods are
consistently benchmarked on HAR, with preliminary validation in image recognition.

Our experiments led to several interesting findings. First, we confirm that SSL methods
markedly improve downstream classification accuracy over fully supervised learning in low-
label regimes (from +13.8 to +19.1 percentage points on our HAR test), and remains highly
competitive when the full labeled dataset is available (-0.9 to +2.3). Second, multitask learn-
ing further enhances SSL performance (+1.1 to +3.2 across all labeled-data regimes compared
to the best single task model). Importantly, the benefit of task combinations depends not only
on the strength of individual tasks but also on their complementarity (for example, adding
a poorly-performing task to contrastive learning yields gains of +0.9 to +1.7 points in im-
age recognition). Third, pseudo-labeling effectively exploits unlabeled data in the downstream
phase, especially in low-labeled data regimes and with larger embedding sizes (+0.4 to +3.0 on
HAR). Finally, we demonstrate that self-supervised pretraining can be effectively performed in a
federated learning setting, with only a minor performance drop compared to centralized train-
ing (-1.6 to +0.1 on HAR). This finding opens the door to enabling pretraining on extremely
large and diverse distributed datasets, without any privacy and security concerns.

The methods and results presented in this thesis indicate a promising path for training robust
and generalizable models by effectively leveraging and exploiting massive amounts of unlabeled
data and possibly sensitive data. To favor replicability and further research we release all the
code and training configurations as open source.
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Chapter 1

Introduction

This chapter introduces the context and motivation of the thesis, the objec-
tives and contributions, and the structure of the thesis.

1.1 Context and Motivation

In the last few decades, our society and all scientific and engineering domains have witnessed
an enormous transformation towards the computerization and digitalization of most processes.
This has led to an unprecedented increase in the amount of data generated, collected, and
stored, concerning virtually every aspect of human activity and all physical phenomena, opening
the door to large-scale analysis [Emmert-Streib, 2021].

Raw data in itself is often not directly useful and needs to be processed to extract desired
knowledge depending on needs. For example, the goal may be to classify a signal, predict
a future value, or provide insights [Ahmed et al., 2023]. Over the years, several approaches
have been proposed to tackle these problems, from traditional signal processing and statistical
methods to modern machine learning techniques. Among these, deep learning has gained sig-
nificant prominence for its ability to extract complex patterns directly from raw data [LeCun
et al., 2015].

To achieve high-level performance, most deep learning models employ a supervised training
paradigm, which involves learning to map inputs to outputs by training on large collections
of labeled examples [Chen et al., 2024]. However, collecting large labeled datasets could be
time-consuming, costly, and in some cases infeasible, especially when labeling requires expert
knowledge or when privacy and security concerns limit data sharing [Yang et al., 2023; Loeffler
et al., 2024]. By contrast, unlabeled data is typically easier to collect and much more abundant.

Human Activity Recognition (HAR) is a typical use case in which all the above factors play an
important role. HAR is the task of automatically recognizing human activities from sensor data
[Lara and Labrador, 2013]. Tracking the user in their daily lives or when performing specific
tasks can produce huge quantities of measurements. However, labeling these measurements is
often difficult, as it requires the user or a third party to manually segment data streams and
annotate the activities performed. Moreover, sharing these measurements may pose privacy
concerns, as they can contain sensitive information about the user’s conditions, behavior, and
context [Jung, 2020]. For these reasons, many of the available HAR datasets are small, involving
limited activities and users, and collected in controlled environments, which may not generalize
well to real-world applications [Wang et al., 2019; Demrozi et al., 2020]. The same situation can

1



2 1.2 Objectives and Contributions

be found in many other domains, such as medical imaging, speech recognition, recommender
systems, remote sensing, robotics, machine translation, and text classification [Ren et al., 2021].

In recent years, research has focused on techniques to overcome the problem caused by the
scarcity of labeled data. One classic approach is to perform the learning, not on raw data but
on a handcrafted representation. This representation is designed to be more expressive and
to simplify solving the specific problem. However, constructing such representations relies on
heuristic methods driven by human expertise and domain knowledge. Even if these methods
can be effective for specific tasks, they are often limited to shallow features such as mean,
variance, frequency, or amplitude, failing to capture complex patterns and relationships in the
data [Wang et al., 2019].

More recently, interest has shifted towards learning these representations directly from the
data, leveraging the abundance of unlabeled data. A prominent approach is self-supervised
learning (SSL), in which training is split into two phases. In the pretraining phase, a model is
trained on a large amount of unlabeled data to learn compact and expressive representations
of the data using objectives directly derived from the data itself, without requiring labels. In
the second phase, a downstream model is built by composing the representation encoder with
a task-specific head, trained on the available small set of labeled examples [Gui et al., 2024].
The various methods differ in the way self-supervision is performed and, in particular, in how
the pretraining objective is defined.

In parallel, research has also tackled the challenge of preserving privacy and security when
training machine learning models on sensitive data. Federated Learning (FL), in particular,
has become the prominent approach to address this problem [Zhang et al., 2021]. Privacy is
preserved by distributing the training process across multiple clients, each holding their own
local data.

1.2 Objectives and Contributions

This thesis explores the potential of SSL in scenarios with limited labeled data for classification
tasks. In particular, we want to compare various ways of defining the objectives of the pre-
training phase, and how multiple objectives can be combined to improve generalizability and
robustness of the learned representations. Moreover, we want to investigate how these methods
can be applied in a federated setting, where learning a complex objective might be challenging
due to the limited and diverse data available on each client. We focus primarily on HAR as a
case study, but our method is general and can be applied to other domains. To demonstrate this
generality, we also evaluate it on image recognition as a secondary use case.

The main contributions of this thesis will be a comprehensive analysis of the performance of
different SSL pretraining methods in the context of HAR, a proposal of a multitask SSL frame-
work that combines multiple pretraining tasks to create more robust representations, an evalua-
tion of how to exploit unlabeled data also for fine-tuning the downstream task classifier, and an
exploration of how the proposed multitask approach performs in a federated setting. Moreover,
we will analyze the generality of the proposed methods by designing a multitask SSL solution
for image recognition.

All the benchmarks will be performed on publicly available datasets, and the code will be
made available to the community to facilitate reproducibility and help future work in this area.
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1.3 Structure of the Thesis

The rest of the thesis is structured as follows:

• chapter 2 provides the relevant background and analysis of related work on Human Activ-
ity Recognition, Self-Supervised Learning, Multi-Task Learning, and Federated Learning,
highlighting the challenges and solutions proposed in the literature.

• chapter 3 describes the data used in the thesis and the methods employed for the exper-
iments. Additional details are provided in Appendix A.

• chapter 4 introduces our self-supervised learning framework, identifies a general architec-
ture for pretraining, and discusses the results of the experiments on different SSL meth-
ods.

• chapter 5 proposes a modular architecture for multitask SSL, which allows for the sim-
ple combination of multiple pretraining tasks. It compares the performance of multitask
SSL with single-task approaches and presents an extensive ablation study to analyze the
impact of each design choice and component on the final performance.

• chapter 6 explores how to exploit unlabeled data also for fine-tuning the downstream
task classifier, presenting the results of the experiments on the proposed approach.

• chapter 7 extends the analysis to a federated setting, evaluating the performance of the
multitask SSL framework in a distributed environment.

• chapter 8 discusses the generalization of the proposed methods to other domains and
datasets. Specifically, we employ the methods in the field of image recognition, high-
lighting the applicability of the framework beyond HAR.

• chapter 9 concludes the thesis, summarizing the main findings and contributions, and
discussing future work directions.
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Chapter 2

Background and Related Work

Before presenting the thesis contributions, it is essential to provide an
overview of the background relevant to the topics discussed and a summary
of the most closely related prior works. We will first introduce the field of
HAR, then discuss the challenges and solutions of working with limited la-
beled data, and finally see how privacy and security concerns in machine
learning can be addressed through FL.

2.1 Introduction

This thesis addresses various topics, from learning with limited labeled data to HAR and FL. This
chapter sets the stage, providing the necessary background and an analysis of related works.

We first define the concept of HAR from sensor data and discuss the challenges and methods
commonly used in this field (section 2.2). We see how many solutions rely on the availability
of large annotated datasets, which are often hard to obtain, especially in real-world scenarios.
We then summarize the classes of machine learning solutions to the problem of learning with
limited labeled examples, focusing on modern deep learning approaches (section 2.3). In par-
ticular, we cover self-supervised and semi-supervised paradigms, which are the foundations for
the work proposed in this thesis. We then address privacy and security in machine learning,
specifically concentrating on FL, which allows training models on distributed data while pre-
serving privacy (section 2.4). Finally, we wrap up the chapter with a discussion on how these
topics are interconnected and how they relate to the contributions of this thesis.

Since a detailed presentation of the background and a full coverage or related work would
be too extensive, and beyond the scope of this thesis, this chapter will focus solely on the most
closely relevant concepts and works. For a more general introduction to the topics, we refer
the reader to available survey works on Human Activity Recognition [Lara and Labrador, 2013;
Wang et al., 2019; Demrozi et al., 2020; Chen et al., 2021; Ni et al., 2024; Kaseris et al., 2024],
self-supervised learning [Liu et al., 2021; Yang et al., 2023; Gui et al., 2024; Zhang et al., 2024;
Chen et al., 2024], self-supervised learning applied to HAR [Haresamudram et al., 2022; Ige
and Mohd Noor, 2022; Logacjov, 2024], multitask learning [Zhang and Yang, 2022; Yu et al.,
2024], federated learning [Aledhari et al., 2020; Zhang et al., 2021; Kairouz et al., 2021; Huang
et al., 2024; Li et al., 2025b], and federated learning with limited supervision [Jin et al., 2023].

5
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2.2 Human Activity Recognition

HAR is a classification task that consists of recognizing activities performed by users based on
collected data [Ann and Theng, 2014; Lara and Labrador, 2013]. It is a crucial task in various
applications, such as health monitoring, fitness tracking, and human-computer interaction, and
the types of recognized activities can vary widely depending on the applications and target
domain (see Table 2.1) [Lara and Labrador, 2013].

Group Activities

Ambulation Walking, running, sitting, standing still, climbing stairs, descending stairs, riding elevator.
Transportation Riding a bus, cycling, driving.
Phone usage Text messaging, making a call.
Daily activities Eating, drinking, working at the PC, watching TV, reading, brushing teeth, stretching, vacuuming.
Exercise/fitness Rowing, lifting weights, spinning, Nordic walking, doing push ups.
Military Crawling, kneeling, situation assessment, opening a door.
Upper body Chewing, speaking, swallowing, sighing, moving the head.

Table 2.1. Examples of human activities recognized by HAR systems across different do-
mains [Lara and Labrador, 2013].

Traditionally, HAR methods can be divided into two main approaches: vision-based and
sensor-based. Vision-based methods rely on cameras and computer vision techniques to an-
alyze the movements of the observed subjects and translate them into activities. They have
the advantage of not requiring body-attached sensors, and can track multiple subjects simul-
taneously, also capturing interactions between them. However, they are bound to specific en-
vironments (where cameras are installed), are sensitive to environmental conditions (such as
lighting and occlusions), can raise privacy concerns due to continuous video recording, and of-
ten require significant computational resources [Poppe, 2010]. Sensor-based methods, on the
other hand, use wearable devices that typically include sensors such as tri-axial accelerometers,
gyroscopes, and magnetometers. They are generally less intrusive, more robust to environmen-
tal conditions, and can operate in real-time with limited computational resources, making them
more suitable for continuous monitoring in everyday environments [Ni et al., 2024]. For this
reason, they are of widespread use, also due to the large availability of affordable commod-
ity devices such as smartphones, smartwatches, and fitness trackers, which are equipped with
various sensors that can be used for HAR [Ramanujam et al., 2021; Ige and Mohd Noor, 2022].

This thesis focuses on sensor-based HAR, specifically on the use of wearable sensors to
recognize activities performed by users in real-world scenarios.

All collected data is sampled over time, the goal is to determine the intervals when a specific
activity is performed. Formally the problem can be defined as follows [Lara and Labrador,
2013]: given a set of activity labels L = {l0, . . . , ln−1} (e.g., sitting, walking, etc.) and a set
S = {S0, . . . ,Sk−1} of k time series, each measuring particular user properties (e.g. acceleration,
angular velocity, etc.) in a specific time interval I = [tα, tω], the goal is to analyze the data and
partition it into consecutive, non-empty, and non-overlapping time intervals 〈I0, . . . , Ir−1〉 of I
such that
⋃r−1

j=0 I j = I and each interval I j is labeled with the corresponding activity performed.
To make the problem more manageable, a common strategy is to divide the continuous data

stream into fixed-duration time windows, where each window is labeled with the corresponding
activity [Lara and Labrador, 2013]. This approach assumes that activities are long enough to
be captured within the time windows, that the activities are stationary, meaning that they do
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not change significantly over time, and that their transitions are fast enough to be ignored.
Since it is extremely challenging to determine activity labels directly from raw sensor data

using theoretical rules alone, HAR systems commonly rely on machine learning methods to
learn patterns from labeled examples.

(a) HAR pipeline with conventional machine learning approaches.

(b) HAR pipeline with deep learning approaches.

Figure 2.1. HAR pipelines with conventional machine learning and deep learning ap-
proaches [Wang et al., 2019].

As shown in Figure 2.1a, early work in sensor-based HAR primarily focused on handcrafted
features extracted from time and frequency domains, followed by the use of conventional ma-
chine learning algorithms, such as decision trees, support vector machines, and k-nearest neigh-
bors [Avci et al., 2010; Lara and Labrador, 2013; Demrozi et al., 2020; Wang et al., 2019].

Converting raw data into feature vectors typically involves two main steps: preprocessing
to reduce noise and normalize the signals, followed by feature extraction to derive meaningful
attributes from the cleaned data. A recent survey [Demrozi et al., 2020] identified 26 commonly
used time-domain features and 20 frequency-domain features, often combined in different ways
across studies. However, to achieve good performance, these methods often require extensive
feature engineering and domain expertise. Additionally, they can be resource-intensive and
time-consuming at runtime, as they require the extraction of features from raw data before the
classification step.

Advancements in deep learning have led to the development of end-to-end models that can
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automatically learn features from raw sensor data, eliminating the need for manual feature
engineering (see Figure 2.1b). Convolutional Neural Networks (CNNs) and Recurrent Neu-
ral Networks (RNNs), particularly Long Short-Term Memory (LSTM) models, were among the
first deep learning techniques applied to HAR and demonstrated the ability to automatically
learn spatio-temporal patterns from raw sensor data, achieving state-of-the-art results on bench-
mark datasets at the time of their introduction [Hammerla et al., 2016; Jiang and Yin, 2015].
Subsequently, hybrid architectures that integrate CNNs with LSTMs have been introduced to
further enhance recognition accuracy [Ordóñez and Roggen, 2016]. This class of techniques,
that had many follow-ups, is still widely used and ranks among the best-performing meth-
ods in HAR [Kaseris et al., 2024]. Recent studies have explored more complex architectures,
such as Transformer-based models [Leite et al., 2024] and graph neural networks [Wieland and
Pankratius, 2023], to better model the sequential and relational properties of multi-sensor data.
Moreover, there is growing interest in robust HAR under practical constraints such as missing
sensor modalities, user variability, and data heterogeneity [Woo et al., 2023; Gobbetti et al.,
2024].

Despite these advancements, HAR remains a challenging task, particularly in real-world
scenarios where data is often noisy, incomplete, and subject to variations in user behavior and
environmental conditions. In particular, most of the discussed techniques rely on the availability
of large curated datasets, which are exploited for supervised learning.

2.3 Learning with Limited Labeled Data

In many real-world applications, acquiring labeled data is often expensive, time-consuming, and
sometimes impractical. This is particularly true in healthcare, which requires expert annotation,
in privacy-sensitive domains such as personal sensor data, and in complex modalities like sensor
recordings, where manual labeling is labor-intensive and error-prone [Loeffler et al., 2024;
Sheng and Huber, 2025].

As a result, many machine learning tasks face the challenge of working with limited la-
beled data, which can lead to overfitting and poor generalization performance. To address this
challenge, several strategies have been proposed to leverage the available labeled data more
effectively and to make use of the abundant unlabeled data [Ren et al., 2021; Chen et al., 2021;
Ige and Mohd Noor, 2022]. In the following, we will discuss SSL (see subsection 2.3.1) and
semi-supervised learning (see subsection 2.3.2), which cover the main classes of solutions and
form the basis for the methods developed in this thesis. We will then briefly summarize com-
plementary approaches and concepts for data-efficient learning, including transfer learning,
few-shot learning, and active learning (see subsection 2.3.3).

2.3.1 Self-Supervised Learning

SSL is a paradigm that aims to transform large quantities of unlabeled data into a representation
containing useful knowledge on the data, before specializing it for specific downstream tasks
[Gui et al., 2024].

One key idea is to design a set of pretext tasks that can be solved using unlabeled data, with
the expectation that solving them will help the model capture underlying patterns relevant to
the target problems [Zhai et al., 2019; Radford et al., 2021]. Different methods vary in their
choice of pretext tasks, which often depend on the characteristics of the data. These tasks may
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involve predicting missing data segments, rearranging shuffled data (as in jigsaw puzzles), or
contrasting different augmented views of the same input [Gui et al., 2024; Liu et al., 2021].

An alternative solution to acquire this knowledge is to explicitly guide the learning process
to produce representations that possess some desirable properties that are expected to facilitate
effective knowledge transfer. This is done prominently by contrastive approaches that aim to
build compact representations where similar inputs are close together while dissimilar ones are
far apart [Liu et al., 2021; Chen et al., 2020].

Independent from the way the knowledge is learned, the representation is exploited in a
second stage (see Figure 2.2), where a smaller set of labeled examples is used to train a task-
specific network [Zhai et al., 2019; Radford et al., 2021]. By combining general knowledge
learned from the unlabeled data with specific information from the labeled examples, SSL meth-
ods can outperform traditional supervised learning approaches in scarce labeled data scenarios
[Ige and Mohd Noor, 2022; Gui et al., 2024].

xII Encoder

Frozen
Encoder

Large Unlabeled
Dataset

Small Labeled
Dataset

Knowledge 
Transfer

Pretrain Task

Embedding

Downstream
Classifier

Self-Supervised Pretraining

Supervised Downstream Training

Figure 2.2. Self-supervised learning pipeline. The model is first pretrained on unlabeled
data using a pretext task, then specialized on a small set of labeled examples for the
downstream task. In the image the concept is illustrated for the HAR example.

In this study, we mainly focus on SSL methods for sensor signals, which are designed to
learn representations from time-series data from wearable sensors, such as accelerometer and
gyroscope signals. In the following sections, we first illustrate the most common pretext tasks
used in this context, and then discuss the contrastive approaches.

Pretext Tasks

In typical pretext task-based methods, classification or regression tasks are used to train the
network on originally unlabeled data in a supervised manner. This is achieved by generating
the required supervision signal directly from the unlabeled input data itself.

Learning to encode input data into a lower-dimensional representation and then decode
it back to the original input is one of the most prominent examples, which is realized through
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autoencoder networks. These networks proved to be effective in learning useful representations
from unlabeled data, as they just need to minimize the reconstruction error between the input
and the output [Zhang et al., 2024].

Masked autoencoders (MAE) and denoising autoencoders (DAE) are two popular variants
of autoencoders that have been successfully applied to SSL tasks. Instead of the original input,
MAEs and DAEs learn to reconstruct the original signal from a corrupted version of it. MAEs
mask a portion of the input data, while DAEs add noise to the input data. These methods en-
courage the model to learn robust and meaningful representations that capture the underlying
structure of the data [He et al., 2022; Zhang et al., 2023a; Vincent et al., 2008; Zhang et al.,
2024].

Another related approach used with time-dependent data is to train the model to predict
future values based on past observations. This method encourages the model to learn tempo-
ral dependencies and patterns in the data, which can be useful for various downstream tasks
[Amrani et al., 2022].

Several approaches use classification rather than reconstruction as a pretext task. One of the
most popular approaches to SSL is to augment the input data in various ways, such as applying
transformations, cropping, or adding noise, and then train the model to predict what transfor-
mations were applied [Logacjov, 2024]. Variations of this method include the classification of
the input data into a single class label that represents the applied transformation, effectively
treating them as labels, or the prediction of which transformations were applied to the input
data, allowing for multiple of them to be employed simultaneously [Saeed et al., 2019; Lo-
gacjov, 2024]. Also related are methods that shuffle segments of the input data and train the
model to recover the original order [Misra and van der Maaten, 2020].

These methods are of general use and have found successful application to HAR problems
[Saeed et al., 2019; Haresamudram et al., 2022; Amrani et al., 2022; Logacjov, 2024]. In this
thesis, we will evaluate the performance of pretext tasks. We will also show how combining
multiple pretext tasks and contrastive representations leads to better inference performance.

Contrastive Learning

The knowledge extracted from the pretraining step should create representations that empha-
size the underlying structure of the input data. For HAR, we expect that in the representation
space, similar activities should be clustered together while dissimilar ones should be separated.

In recent years, one of the most popular approaches has been contrastive learning (CL).
Contrastive methods learn representations by comparing (contrasting) examples: they treat
augmented views (i.e., transformations) of the same data instance as positive pairs and views
of different instances as negative pairs. The goal is to maximize the similarity between positive
pairs while minimizing the similarity measure between negative pairs [Liu et al., 2021; Chen
et al., 2020]. Positive examples are useful to learn the structure of the data, while negative
examples avoid representation collapse [Grill et al., 2020].

Early contrastive methods, such as SimCLR [Chen et al., 2020] and MoCo [He et al., 2020],
have played a significant role in advancing SSL pretraining techniques, achieving, using very
simple downstream classifiers, performance levels comparable to state-of-the-art supervised
learning, thus demonstrating the effectiveness of this approach, especially for large-scale appli-
cations [Liu et al., 2021].

Training these types of networks requires the computation of loss functions that contrast
positive and negative examples. The positive examples are generated through transformations
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of the original data. Negative examples, however, require access to different instances. For
performance reasons, these negative examples are located within the same batch.

To ensure the presence of negative examples while avoiding the need for large batch sizes,
MoCo [He et al., 2020] introduced a dynamic dictionary that maintains a queue of negative
examples. This approach requires a set of encoded examples k0, k1, k2, . . . and a query q. A
contrastive loss function is applied when a single key k+ matches the query q, while all other
keys are treated as negative examples. The InfoNCE loss [van den Oord et al., 2019] is used:

Lq = − log
exp (q · k+/τ)
∑K

i=0 exp (q · ki/τ)
(2.1)

where q is the query vector, k+ is the positive key, ki are the K negative key vectors, and τ is a
temperature hyperparameter. The required diversity of negative examples is obtained by main-
taining a sufficiently large queue of keys. Very large queues, however, can impact performance
due to the need for similarity searching.

SimCLR [Chen et al., 2020] adopts a mini-batch approach where each of the N original sam-
ples is augmented twice, producing 2N distinct views. The model is then trained to encourage
similar pairs to align. Rather than explicitly selecting the negative examples, SimCLR treats the
remaining 2N − 1 augmented views in the batch as negative for each positive pair [Gui et al.,
2024]. Let sim(u, v) = u⊤v

∥u∥∥v∥ represent the cosine similarity between two vectors u and v. The
SimCLR NT-Xent loss for a positive pair (i, j) is defined as:

Li, j = − log
exp
�

sim
�

zi , z j

�

/τ
�

∑2N
k=1 1[k ̸=i] exp (sim (zi , zk)/τ)

(2.2)

where 1[k ̸=i] is an indicator function that is 1 if k ̸= i, and τ is a temperature hyperparameter.
The overall loss is computed across all positive pairs in the batch. The method is considerably
than previous ones [Chen et al., 2020], but is limited by the need to ensure that each batch
contains sufficiently diverse examples. This is typically achieved through randomization, which,
however, may be suboptimal for very unbalanced datasets.

Since accessing sufficiently diverse negative examples is one of the main challenges of this
class of approaches, recent research has concentrated on avoiding representation collapse only
using positive examples [Grill et al., 2020]. Instead, they introduce different strategies like self-
distillation and feature decorrelation. Still, the main principle of maintaining positive example
consistency remains [Gui et al., 2024].

BYOL (Bootstrap Your Own Latent) [Grill et al., 2020] and SimSiam [Chen and He, 2021] are
two prominent examples of self-distillation approaches. These methods use siamese networks,
i.e., two identical networks with shared or different weights, to maximize the similarity between
two augmented views of the same input (each going through a different network), but break
the symmetry between the two branches to mitigate the risk of collapsing [Lee and Lee, 2023;
Gui et al., 2024].

Specifically for HAR, Qian et al. [2022] compares SimCLR, BYOL, and SimSiam and other
contrastive solutions with and without negative examples. The survey also studies the effect of
different data augmentation strategies and variations of backbone network architectures. Hare-
samudram et al. [2022] evaluates both contrastive and pretext-based methods across different
dimensions. They examine the properties of learned representations, such as similarity to su-
pervised learning, linear separability, and implicit dimensionality. They also study the influence
of dataset characteristics and the generalizability.
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Other methods instead rely on feature decorrelation to avoid representation collapse. Bar-
low Twins [Zbontar et al., 2021] uses two identical "twin" networks, each processing a different
augmented view of the same input (Y A and Y B). The method encorourages the cross-correlation
matrix of their output embeddings (ZA and ZB) to resemble the identity matrix: meaning it
pushes the on-diagonal elements (representing the correlation between the same components
of the two views) to be close to 1, while the off-diagonal elements (representing the correlation
between different components) are pushed to be close to 0.

Following on this idea, VICReg [Bardes et al., 2022; Shwartz-Ziv et al., 2023] introduced a
more general approach that combines invariance and covariance terms from Barlow Twins with
a new variance term that encourages the embedding vectors of samples within a batch to be
different, explicitly preventing a collapse due to a shrinkage of the embedding vectors towards
zero.

The overall loss function thus contains three terms:

• Invariance: encourages the model to produce similar embeddings for augmented views
of the same input. It is formulated as the mean square Euclidean distance between the
embedding pairs without any normalization.

Linv(Z
A, ZB) =

1
n

n
∑

b=1





ZA
b − ZB

b







2
(2.3)

where n is the batch size, and ZA
b and ZB

b are the embeddings of the two augmented views
of the same input.

• Covariance: encourages the model to produce uncorrelated embeddings for different in-
puts, and as in Barlow Twins, it is defined as:

Lcov(Z) =
1
d

n
∑

i ̸= j

[C(Z)]2i j (2.4)

where C(Z) represents the cross-correlation matrix of the output embeddings.

• Variance: is the main contribution of VICReg, and it encourages the model to produce
diverse embeddings for different samples within a batch, thus preventing collapse. It is
formally defined as a hinge function on the standard deviation of the embeddings along
the batch dimension.

Lvar(Z
A) =

1
d

d
∑

j=1

max(0,γ− S(ZA
j ,ϵ)) (2.5)

where ZA
j represents the vector of the j-th component of the embedding ZA, and S(ZA

j ,ε)
is the regularized standard deviation. The constant γ (set to 1 in the original paper)
controls the standard deviation threshold, and ϵ is a small parameter to avoid numerical
instability.

The overall loss function is then a weighted sum of the three terms:

LVICReg =Linv(Z
A, ZB) +α
�

Lvar(Z
A) +Lvar(Z

B)
�

+ β
�

Lcov(Z
A) +Lcov(Z

B)
�

(2.6)
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where α and β are hyperparameters that control the trade-off between the invariance, co-
variance, and variance terms. It is important to note that both the variance and covariance
regularization terms are applied independently to the two branches of the architecture.

VICReg has been shown to be effective and can successfully function without sharing weights
between the two branches, even with two completely disjoint branch architectures. This is
particularly useful as it allows to contrast embeddings from different input modalities [Bardes
et al., 2022; Shwartz-Ziv et al., 2023].

Learning from different modalities has also been studied in other CL contexts. For instance,
Radford et al. [2021] applied this concept to images and text, while Nonnenmacher et al. [2022]
contrasts expert features with time-series data from different domains, including HAR.

In this thesis, we explore both CL as a standalone method to learn good embeddings for
HAR, and specifically VICReg as a general technique for multi-modal self-supervised learning.

2.3.2 Semi-Supervised Learning

While in the previous section we focused on methods that use the vast mass of unlabeled data
solely to learn representations and the scarce labeled data to solve downstream tasks, semi-
supervised learning leverages both labeled and unlabeled data together during training [Loeffler
et al., 2024]. Based on the assumption that labeled and unlabeled data are sampled from the
same or a similar distribution, the methods are designed to transfer the sparse information from
the labeled data to the unlabeled one, thereby improving the model’s performance on the target
task.

A vast variety of semi-supervised methods have been proposed, for an extensive overview,
we refer the reader to the classic book of Chapelle et al. [2010] for the general principles.

Yang et al. [2023] proposes to classify semi-supervised learning methods into the following
categories:

• Deep generative methods learn a joint distribution over the input data and the labels, al-
lowing them to generate new samples from the learned distribution.

• Consistency regularization methods encourage the model to produce similar predictions
when unlabeled data is perturbed or augmented in different ways. By minimizing con-
sistency losses, these models tend to move the decision boundaries away from dense
regions of unlabeled data. This helps improve performance, especially on image classi-
fication tasks, where points in the same cluster usually belong to the same class [Zhai
et al., 2019].

• Graph-based methods model the relationships between labeled and unlabeled data as a
graph, where nodes represent data points and edges represent similarities. These meth-
ods propagate label information from labeled to neighboring unlabeled nodes.

• Pseudo-labeling methods involve using a model trained on labeled data to assign predicted
labels to unlabeled examples, which are then treated as if they were true labels during
further training [Grandvalet and Bengio, 2004; Lee, 2013].

• Hybrid methods mix and match the above approaches.

In this thesis, we employ pseudo-labeling techniques to refine the downstream task model
after the self-supervised pretraining step.
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2.3.3 Complementary Paradigms for Data-Efficient Learning

Beyond SSL and semi-supervised learning, many other paradigms have been proposed to lever-
age limited labeled data effectively. These approaches often complement SSL and semi-supervised
learning, providing additional strategies to improve model performance in data-scarce scenar-
ios.

Transfer Learning

Transfer learning is a general concept that covers techniques where knowledge learned in a
specific setting is transferred to a different but related one. In the context of this thesis, we are
particularly interested in transferring from a source domain where labeled data is abundant to
a target domain where labeled data is scarce or unavailable. The intuition at the basis of many
deep learning approaches is that early layers of deep neural networks capture general features
that can be useful across different tasks, while later layers are more task-specific. This learning
approach can dramatically reduce the amount of labeled data needed for training in the target
domain [Ek et al., 2025].

Based on this concept, networks are typically separated into two parts: a deep feature ex-
tractor, which is trained on the source domain, and a simple classifier, which is trained on
the target domain using the features extracted by the first part. Other approaches, such as fine-
tuning, adjust the weights of the complete model, using pretraining as initialization for learning
on the target domain data. This is particularly useful when the source and target domains are
similar, such as in cases of personalization, where the model is first trained on a large dataset
and then adapted to a specific user or context [Guo et al., 2019; Dhekane and Ploetz, 2025].

Few-Shot Learning

Few-shot learning (FSL) addresses scenarios where new classes or tasks must be learned from
very few labeled examples, typically ranging from one to a handful of examples per class. In
this context, the typical gradient descent update fails to produce meaningful loss improvements,
since the number of examples is too low to constrain the error landscape.

At the core of FSL is the idea of meta-learning, where the model learns from a few examples
by adapting to related tasks. It works on two levels: a base-level where the model is trained on
individual tasks, and a meta-level where it learns to adapt quickly to new tasks by extracting
common patterns and principles from its experience [Vinyals et al., 2016; Parnami and Lee,
2022]. In this setting, the meta-learner model is used to update the learner model parameters
such that they perform better than before.

In this thesis, we will test our methods in a few-shot learning scenario, where very few
labeled examples are available for the target task. We will, however, not focus on specific
meta-learning aspects, but rather on leveraging the self-supervised representations learned in
the pretraining step and fine-tuning using pseudo-labeling. Extending our work with few-shot
learning techniques is an interesting direction for future work.

Active Learning

Active learning, also known as query learning, is a paradigm that allows the model to actively
select the most informative examples to be labeled by an oracle (e.g., a human annotator).
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In practice, active learning methods rank unlabeled samples by some measure of informative-
ness and then query the oracle to label the most useful ones. This way, the number of labeled
examples is gradually increased, without the need to fully label the entire dataset, thus re-
ducing the labeling effort and cost [Li et al., 2025a]. Common strategies include uncertainty
sampling (querying samples where the model is least certain about the prediction), query-by-
committee (maintaining multiple models and querying samples where they disagree the most),
and expected model change (querying samples that would most change the model if labeled)
[Li et al., 2025a].

We do not employ active learning in this thesis, but future work could focus on introducing
it in the supervised downstream phase. This would allow to identify classes requiring more
labeled examples and to further improve quality with the minimum additional manual labeling
effort.

2.3.4 Multitask Learning for better embeddings

Many of the previously discussed methods aim to learn embeddings for capturing essential
patterns in the data, but in practice they do so by focusing on a single task. Although strong
performance and generalization can be expected when the target task closely resembles the
pre-training task, this assumption does not always hold.

Multitask learning (MTL) is a sophisticated machine learning paradigm that aims to enhance
the performance of multiple related tasks by leveraging shared information among them [Zhang
and Yang, 2017]. This approach takes inspiration from the human cognitive process, where
knowledge gained from one task, such as playing squash, can be effectively transferred and
applied to improve skills in a related domain, like playing tennis [Zhang and Yang, 2022]. In
the context of learning with limited labeled data, MTL can be particularly beneficial as it allows
to create generalizable and efficient models that grasp multiple aspects of the data, thus creating
more robust representations, moving beyond task-specific models.

Unlike transfer learning, where the primary goal is to improve performance on a specific
target task using knowledge from a source task, MTL treats all tasks equally, aiming to learn a
shared representation that benefits all tasks simultaneously [Zhang and Yang, 2022].

The general approach is to devise task-specific models and combine them into a single net-
work that can learn from all tasks at once. In practice, MTL models share information in dif-
ferent ways. A common method is hard parameter sharing, where most layers in the model are
shared across tasks, while only the final layers are task-specific. This works well when the tasks
are strongly related and helps reduce overfitting. When tasks are less similar, soft parameter
sharing can be used. In this approach, each task has its own model, but their parameters are en-
couraged to be similar using regularization [Yu et al., 2024]. Over time, MTL has evolved from
simple shared layer models to complex and flexible architectures that can handle multimodal
and cross-domain data [Zhang and Yang, 2022].

One of the critical challenges in MTL is how to combine the losses from individual tasks into
a single objective for optimization. The most straightforward approach is to simply sum the
losses of all tasks:

Ltotal =
T
∑

t=1

Lt (2.7)

whereLt is the loss for task t, and T is the total number of tasks. This naive approach is simple,
but it does not account for the varying importance or difficulty of different tasks. One task may
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dominate the learning process due to its loss scale, leading to poor performance on other tasks.
To address this, task weighting can be applied, where each task’s loss is multiplied by a weight
that reflects its importance or difficulty:

Ltotal =
T
∑

t=1

wtLt (2.8)

where wt is the weight for task t. However, determining the optimal weights can be challenging.
In the simplest approaches, weights are fixed, manually set by experts or simple rules, such
as inversely proportional to training set size [Perera et al., 2018]. Although this method is
conceptually simple, it often requires either an extensive grid search to tune the weights or
relies on heuristics [Sener and Koltun, 2018a; Cipolla et al., 2018]. One of the key challenges
is that in MTL, there is no universally optimal solution that leads to the best performance across
all tasks, as improving one task may lead to a decrease in performance on another [Sener and
Koltun, 2018a].

Dynamic weighting algorithms have been proposed to address this issue, where the weights
are adjusted during the training process. Cipolla et al. [2018] introduced a method that learns
the weights based on the homoscedastic or task-dependent uncertainty. The underlying prin-
ciple is to train the model to prioritize learning from tasks with lower uncertainty, since their
learning signals are more reliable. In the paper, the authors showcase an example of a multi-
task model that combines classifications with regression tasks. For that case, the loss function
is derived as follows:

Ltotal =
K
∑

k=1
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whereσreg andσclass are the learnable weights for the regression and classification tasks, re-
spectively, andLreg andLclass are the corresponding losses. In addition to weighting the losses,
they also introduce logarithmic regularization terms. Without these terms, the weights would
diverge towards infinity, minimizing the overall loss but rendering the whole process meaning-
less. This method allows for automatic and optimal learning of the task weights without the
need for heuristics or extensive grid search for tuning. We will use it in our experiments to com-
bine multiple self-supervised pretraining tasks with the goal of learning a more generalizable
representation.

Other methods have also been proposed to dynamically balance task contributions. Dy-
namic Task Prioritization (DTP) [Guo et al., 2018] increases the weight of underperforming
tasks by tracking their performance with moving averages and integrating this into a focal loss
formulation to focus on harder tasks. If some tasks are way more difficult than others, DTP may
erroneously over-focus on them, leading to suboptimal convergence. Instead of directly con-
trolling the magnitude of individual loss values, Loss Scale Balancing (LSB) [Lee et al., 2021]
periodically balances the "loss scale", defined as the product of a loss value and its corresponding
weight. This approach has been shown to be particularly effective for pixel-wise vision tasks.
Loss Discrepancy Control for MTL (LDC-MTL) [Xiao et al., 2025] first normalizes the task losses
to a guessed common scale (e.g., dividing by the initial loss and applying logarithmic scaling),
then minimizes the weighted sum of the normalized losses and optimizes the task weights.

One critical issue in MTL is the interference between gradients from different tasks. When
tasks are not aligned, their gradients can conflict, and a simple summation of these gradients
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can result in an update vector that moves in a direction that is not beneficial for one or more
losses, potentially causing a specific loss to increase even if the aggregated total loss decreases.

GradNorm [Chen et al., 2018] addresses the problem through the introduction of a penalty
term that discourages the gradients of the tasks from being significantly different from the av-
erage. More recently, PCGrad [Yu et al., 2020] has been proposed to mitigate gradient conflicts
by projecting the gradients of each task onto the normal plane of the other task gradients, thus
reducing interference.

Several authors have, instead, proposed to avoid creating a single objective function. Multi-
Objective Optimization (MOO) methods explicitly seek a Pareto-optimal solution, where no
task can be improved without degrading another [Sener and Koltun, 2018b]. In this context,
methods like the Multiple Gradient Descent algorithm (MGDA) [Désidéri, 2012] are used to
determine a common descent direction for the shared parameters by combining individual task
gradients. While MGDA is powerful, it struggles with scalability in deep learning due to the
high dimensionality of gradients and the computational overhead of computing gradients for
each task separately [Désidéri, 2012]. To mitigate this, newer methods optimize efficient upper
bounds on the multi-objective loss using a single backward pass. This approach dynamically
balances tasks and resolves gradient conflicts more effectively than static or heuristic weightings
[Sener and Koltun, 2018b].

In our context, MTL is used with the objective of learning powerful and robust embeddings,
rather than achieving optimal performance on each individual pretraining task. We thus employ
dynamic weighting, which is flexible enough to define a combined target loss function without
requiring manual hyperparameter tuning.

2.4 Federated Learning

Independent of the specific learning technique employed, there is a need to construct models
from large sets of examples, labeled or not, possibly originating from various sources (e.g.,
different users, organizations, or devices).

When working with sensitive data, such as personal sensor data, it is often not possible to
share the data with a central server for training. FL is a distributed machine learning approach
that allows training models while keeping the data on the local devices.

In the following, we will first introduce the main concepts of FL, and then provide an
overview of the specific adaptations for self-supervised and semi-supervised settings.

2.4.1 Standard Federated Learning

FL emerged around 2016 with several foundational works [Shokri and Shmatikov, 2015; Konečný
et al., 2016, 2017; McMahan et al., 2017] that originated a subfield of research within machine
learning [Aledhari et al., 2020; Zhang et al., 2021; Huang et al., 2024]. The main concept is
to keep the data locally while only sharing the model parameters or other derived information
with a central server that coordinates the training process to build a global knowledge (see
Figure 2.3).

The first and most widely used method, called Federated Averaging (FedAvg) [McMahan
et al., 2017], combines local stochastic gradient descent (SGD) performed independently on
each client with a central server that periodically averages the resulting model updates.
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Figure 2.3. Federated Learning pipeline.

The training process is performed in rounds. In each round, the server sends the current
global model parameters to all available clients. Each client then performs local training on
its own data, traditionally using stochastic gradient descent (SGD) or other optimization algo-
rithms such as Adam [Kingma and Ba, 2014]. After a few local epochs, the clients send the
updated local models to the central server. The server then averages the local models to obtain
a new global model, which is then sent back to the clients for the next round of training. This
process continues until convergence or until a predefined number of rounds is reached. The
method still works well even if some clients don’t take part in every round, making it flexible
and able to handle client dropouts or failures.

Since the introduction of FedAvg, many advances have been made to improve FL in various
aspects, in particular tackling communication efficiency [Nariman and Hamarashid, 2025], but
also generalization from locally updated heterogeneous clients, robustness to attacks from ma-
licious clients, and fairness in the allocation of resources [Kairouz et al., 2021; Huang et al.,
2024].

In this thesis, we will focus on the standard FL setting using Adam [Kingma and Ba, 2014]
as a local optimizer.

2.4.2 Federated Learning with Limited Supervision

FL was originally developed with the core motivation to enable collaborative learning while
preserving data privacy in supervised settings, where each client has access to correctly labeled
data. However, this is common in cross-silo federated settings, where large organizations col-
laborate to train a model, but is often unrealistic in cross-device FL, where a large number of
clients participate in the training and users have to actively interact to properly annotate their
local data [Lubana et al., 2022]. For this reason, FL has been extended to work with limited
supervision, by designing federated implementations of standard SSL approaches [Jin et al.,
2023].

Similar to MTL (see subsection 2.3.4), locally optimizing clients on their own data could lead
to diverging gradient updates, especially when the data is very heterogeneous across clients. A
typical situation is when each client has only information on only one or few particular classes
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of data and no information on many others. In HAR, for instance, we could have clients with
running and walking examples, and other clients with cycling or sitting, but no client with ex-
amples of all classes. To address this, several techniques have been introduced that increase
the information exchanged between clients and server. Examples of approaches include sharing
embeddings between clients and server [Zhang et al., 2023b], or between clients, using them as
negative examples in the local contrastive training [Wu et al., 2022]. These approaches, how-
ever, can lead to privacy concerns and potential data leakage. Moreover, from client-specific
embeddings, it may be possible to revert the representations to reconstruct original data [Doso-
vitskiy and Brox, 2016; Nash et al., 2019].

For these reasons, several approaches have tried to achieve federated unsupervised learning
for very unbalanced client data distribution while minimizing the information exchanged. One
prominent example is Orchestra [Lubana et al., 2022], in which clients send to the server, to-
gether with the model updates, local centroids that partition the data into equally sized clusters.
The server then uses these centroids to compute a global clustering, which is then sent back to
the clients that use them to improve local training with non-local information.

The main subject of this thesis is learning with limited supervision, and in particular SSL
and MTL. For this, we also demonstrate the feasibility of an implementation in a federated set-
ting. Our results show that it is possible to achieve reasonable performance using standard FL
techniques. This is because, in our case, the clients have sufficient broad information for the
local training (see chapter 7). Integrating our solutions with advanced self-supervised FL tech-
niques, such as Orchestra, and testing them for challenging data distributions is an interesting
direction for future work.

2.5 Closing Remarks

HAR, which consists of recognizing human activities from sensor data, is a prominent example
of learning in scenarios where data is distributed, heterogeneous, and scarcely labeled. The
main focus of this work is to evaluate how it is possible to learn effective representations in
these settings.

To do that, we will employ and extend state-of-the-art solutions in SSL and MTL. In partic-
ular, we will evaluate the performance of different SSL pretraining tasks and investigate how
combining multiple pretext tasks and contrastive representations may lead to better inference
performance, especially in few-shot learning scenarios. We will also explore the possibility of
using pseudo-labeling techniques to further refine the downstream task model after the self-
supervised pretraining step. We will test our methods in a federated setting, where the data
is distributed across multiple clients. This is particularly relevant in fields like HAR, where
collected data is often sensitive and sharing it is not feasible due to privacy concerns. HAR is
definitely not the only domain where the need to leverage unlabeled data is crucial, and the
methods we will develop can be applied to other domains as well. We will show in particular
how to adapt our framework for image recognition tasks.
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Chapter 3

Data and Experimental Set-up

This thesis will introduce and compare techniques for leveraging unlabeled
data to improve the performance of machine learning models. The meth-
ods are general but will be benchmarked on HAR tasks, where dealing with
limited labeled data is a common challenge. In this chapter, we will provide
details on the data used consistently across all experiments and the testing
methods employed.

3.1 Introduction

The main objective of this thesis is to explore how to exploit unlabeled data to improve the
performance of machine learning models in scenarios where labeled data is scarce. This is par-
ticularly relevant in many real-world applications, where collecting labeled data is expensive,
time-consuming, or unfeasible due to the sensitive nature of the data. The techniques discussed
and proposed are applicable to any domain, but to provide a concrete example, we focus mostly
on HAR, which is a good fit for this purpose (see section 2.2).

To ensure a fair comparison of the proposed methods, we will use the same dataset and
testing protocol throughout the thesis, unless specifically indicated. This allows us to isolate
the effects of the different techniques and provide a clear evaluation of their performance.
Even though the focus is on unlabeled data, we need a fully curated dataset to perform the
evaluations. The field of HAR has a rich literature, with many benchmark datasets available.
Prominent examples include the PAMAP dataset [Reiss and Stricker, 2012], which collects data
from multiple IMU sensors worn on the body and a heart rate monitor, and the WISDM dataset
[Kwapisz et al., 2011], which comprises accelerometer data collected from smartphones (and
optionally smartwatches) worn by users during various daily activities. Other datasets differ
in the type of sensors, wearable devices, and the activities performed. For instance, several
datasets contain data collected from non-standard wearable devices, such as smartglasses (e.g.,
OCOsense [Emteq Labs, 2022]) or earbuds (e.g., USI-HEAR [Laporte et al., 2024]).

For the HAR experiments in this thesis, we have chosen the UCI HAR dataset [Anguita
et al., 2013]. It consists of accelerometer and gyroscope data collected from smartphones worn
by participants. The dataset is publicly available and has been extensively used in previous
research, making it a suitable choice for evaluating the proposed techniques. The characteristics
of the dataset are described in section 3.2.

21
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The dataset is typically employed in fully supervised learning settings. Since we are inter-
ested in sparse labeling scenarios, we will need to split the data into a sparsely labeled training
and validation set, and a fully labeled test set. The splitting technique is presented in section 3.3,
which also describes the full testing protocol. To evaluate the generality of the proposed meth-
ods, we will also extend the analysis to the image recognition domain. The data and methods
used for this purpose are described in chapter 8.

3.2 UCI HAR Dataset

The UCI HAR dataset [Anguita et al., 2013] was collected from 30 participants who performed
six different activities (walking, walking upstairs, walking downstairs, sitting, standing, and
lying) while wearing a smartphone (Samsung Galaxy S II) on their waist. It includes three-axis
accelerometer (linear acceleration) and gyroscope (angular velocity) data, which were recorded
at a frequency of 50 Hz.

The raw data was preprocessed to reduce noise using a median filter and a 3rd order low-
pass Butterworth filter with a cutoff frequency of 20 Hz. The acceleration signal was separated
into body acceleration and gravity components using another Butterworth low-pass filter with
a corner frequency of 0.3 Hz, assuming that the gravitational force has only low-frequency
components. The 9 signals (3-axis body acceleration, 3-axis gyroscope, and 3-axis gravity)
were then sampled in fixed-width sliding windows of 128 samples (2.56 seconds) with a 50%
overlap between them, resulting in a total of 10,299 samples.

Two different sample representations are provided: one with the raw sensor (9 channels of
128 samples each) and a second one with a feature vector (561 values) extracted from the raw
data. The features were computed using a combination of time-domain and frequency-domain
analyses (see Table 3.1), resulting in a rich representation of the participants’ movements. They
include statistical measures such as mean, standard deviation, and energy, as well as frequency-
domain features obtained through Fast Fourier Transform (FFT).

Feature Description

mean() Mean value
std() Standard deviation
mad() Median absolute deviation
max() Largest value in array
min() Smallest value in array
sma() Signal magnitude area
energy() Energy measure. Sum of the squares divided by the number of values.
iqr() Interquartile range
entropy() Signal entropy
arCoeff() Autoregression coefficients with Burg order equal to 4
correlation() Correlation coefficient between two signals
maxInds() Index of the frequency component with largest magnitude
meanFreq() Weighted average of the frequency components to obtain a mean frequency
skewness() Skewness of the frequency domain signal
kurtosis() Kurtosis of the frequency domain signal
bandsEnergy() Energy of a frequency interval within the 64 bins of the FFT of each window.
angle() Angle between two vectors.

Table 3.1. List of measures for computing feature vectors [Anguita et al., 2013].

The dataset is split into a training set and a test set. 70% randomly selected users (21 out
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Activity
Training Set Test Set

Samples Percentage Samples Percentage

Walking 1226 16.8% 496 16.8%
Walking Upstairs 1073 14.6% 471 15.9%
Walking Downstairs 986 13.4% 420 14.3%
Sitting 1286 17.5% 491 16.7%
Standing 1374 18.7% 532 18.2%
Laying 1407 19.1% 537 18.2%

Table 3.2. Distribution of activity labels in the UCI HAR dataset for both training and
test sets. The dataset shows a relatively balanced distribution across the six activity classes
with slight variations in the number of samples per activity. The percentages are calculated
based on the total number of samples in each set.

of 30) are included in training, while the remaining 30% (9 users) are used for testing. This
results in 7,352 training samples and 2,947 test samples. Table 3.2 illustrates the distribution
of activity labels in both sets. As can be seen, the dataset is relatively balanced, with the most
represented activity being Laying (19.1%) and the least represented being Walking Downstairs
(13.4%). The distribution of activity labels stays consistent across both sets, ensuring that the
model is trained and evaluated on a representative sample of the data.

3.3 Experimental Setup

The UCI HAR dataset offers a solid foundation for evaluating our methods, but needs to be
adapted to fit our sparse labeling scenarios. We need, in particular, to define labeled and unla-
beled data partitions and validation strategies.

Moreover, to ensure fair and consistent evaluation across all experiments in this thesis, we
have established a standardized testing protocol that is applied uniformly to all methods and
approaches presented in subsequent chapters.

3.3.1 Creating a Limited Labeled Data Scenario

The original split of the UCI HAR dataset into training and test sets is maintained, but it is
insufficient for our purposes. We keep the testing set unchanged, but adapt the training set to
simulate scenarios with limited labeled data availability.

As introduced in section 2.2, our techniques are self-supervised, requiring two phases: a
pretraining phase on massive amounts of unlabeled data and a downstream training phase
on a smaller set of labeled data. To simulate this situation, we create a pretraining dataset
by exploiting the entire training set, stripped of the labels. We then create, from the original
training set, a series of labeled data regimes for the downstream training phase by systematically
reducing the number of labeled samples available. To test realistic scenarios, we randomly
select a fixed number of samples per activity per user at each regime, keeping all the users and
activities. Since we are interested in evaluating the performance in challenging situations, we
start from just one sample per user per activity (126 samples in total) and increase the number
up to six with a step of one. As a result, we obtain the six sparsely labeled data regimes shown
in Table 3.3. We also include a full dataset regime (7,352 samples) where the entire training
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set is used to establish an upper bound on performance. Data selection is performed in such a
way that the same samples are used across all methods, ensuring a fair comparison.

Regime Labeled Samples Training Samples Validation Samples

1 126 96 30
2 252 192 60
3 378 288 90
4 504 384 120
5 630 480 150
6 756 576 180
Full Dataset Regime 7352 5583 1769

Table 3.3. Summary of labeled data regimes used in the experiments. Each regime specifies
the number of labeled samples available for training and validation, simulating scenarios
with varying amounts of labeled data. The full dataset regime uses all available labeled
training data.

3.3.2 Cross-Validation Strategy

All experiments are conducted using a 5-fold cross-validation approach on the training set,
splitting the training set into training and validation sets based on the user IDs and a fixed
random seed. For each fold, the 21 users in the training set are randomly divided into two
groups: 16 users for training and the remaining 5 users for validation. The original test set,
containing data from the other 9 users, remains fixed throughout all experiments and is only
used for final evaluation to prevent any form of test set contamination. We apply the same
cross-validation strategy to the pretraining and downstream training phases.

3.3.3 Training Configuration

The methods are implemented in PyTorch using a modular approach, allowing for easy inte-
gration of different methods and simplifying the configuration of the training parameters (see
Appendix A). Unless explicitly discussed, we use the same configuration for all methods.

During the pretraining phase, the SSL training aims to learn robust representations from
the unlabeled data. As will be discussed in subsection 5.3.4, we observed that saving the best
performing model based on pretraining loss may lead to worse results in the downstream task
compared to simply saving the model obtained after a fixed larger number of epochs. There-
fore, to set a consistent measure for all methods, we train all SSL encoders for a fixed number
of epochs (typically 200) and select the model based on the best validation accuracy on the
downstream task.

During downstream training, the pretrained encoder weights are frozen, and only the clas-
sifier head parameters are updated. This approach ensures that the learned representations
from the pretraining phase are preserved while allowing the classifier to adapt to the specific
HAR task. The downstream classifier is trained for a maximum of 100 epochs. After training,
the best model is selected based on the validation accuracy and evaluated on the fixed test set.
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3.3.4 Evaluation Metrics

Model performance is evaluated using two primary metrics: accuracy (the percentage of cor-
rectly classified samples) and macro-averaged F1 score (the unweighted mean of F1 scores
across all activity classes). Both metrics are computed on the fixed test set after training is
complete. For statistical robustness, all numerical results are reported as mean ± standard de-
viation over the 5 cross-validation folds. In the plots, we report the mean with a line along
with its 90% confidence interval as shaded areas. For simplicity, we will refer to accuracy as
the primary metric as, due to the balanced nature of the dataset, F1 mostly reflects the same
trends as accuracy.

3.3.5 Hyperparameter Selection

The hyperparameters used throughout this thesis are either adopted from established literature
or selected through limited training runs. Given that it is not the main focus of this work, we de-
liberately avoid extensive hyperparameter optimization to ensure that our comparisons reflect
the intrinsic capabilities of different methods rather than the quality of hyperparameter tun-
ing. For SSL methods, we use standard hyperparameter values reported in the original papers
when available, for example, trade-off weights between variance, invariance, and covariance
regularization in VICReg (see Equation 2.6). For novel combinations and multitask approaches,
we perform a limited search over key parameters (e.g., embedding dimensions) as discussed in
the specific chapters (see chapter 5). This standardized protocol ensures that all comparisons
presented in this thesis are fair, reproducible, and representative of real-world scenarios where
labeled data is scarce and computational resources are limited.

3.4 Closing Remarks

The UCI HAR dataset and experimental setup described in this chapter will be used consis-
tently throughout this thesis to evaluate and provide a fair comparison of the proposed and
tested methods. The only exception is the preliminary evaluation in the image recognition
domain, which is discussed in chapter 8. For reproducibility information and further details,
Appendix A provides links to the development repository, implementation details, and notes on
the computing infrastructure used.
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Chapter 4

Self-Supervised Learning

We analyze the behavior of different SSL techniques under specific condi-
tions in the low-labeled data regime, showing how they outperform tradi-
tional supervised training when the amount of labeled data is limited. In the
next chapter, we will further improve the performance by combining multi-
ple pretraining tasks together to create better embeddings.

4.1 Introduction

As discussed in chapter 2, SSL has emerged as a powerful approach for learning useful repre-
sentations from unlabeled data, producing embeddings applicable to a variety of downstream
tasks. In this work, the specific problem is classifying human activities from sensor data, which
in a self-supervised framework is addressed in two stages: first, pretraining an encoder on
large amounts of unlabeled data, and then combining it with a small classifier trained on a
small dataset of labeled examples. The embedding produced by the encoder strongly depends
on its training techniques.

In this chapter, through extensive experimentation, we explore different SSL pretraining
tasks and their impact on the quality of the learned representations. This is done within a
unified framework that allows us to easily compare different methods and their performance.
In the following, we describe the overall architecture, the selected pretraining tasks, and the
results obtained.

4.2 Architecture

SSL pretraining can be realized through various pretraining tasks, each with its own training
objective. In their architectures, all tasks include an encoder that learns to extract meaningful
features from the input data, creating an embedding. The embedding is then exploited by
task-specific heads to solve the pretraining problem. After pretraining, the encoder is frozen
and used to generate embeddings for a downstream classifier that solves the actual task of
interest. Figure 4.1 illustrates our general architecture for SSL pretraining and downstream
classification. The architectural components are detailed in the following sections.

27
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Figure 4.1. SSL setup overview. (A) Example of an architecture for pretraining with task-
specific approaches (e.g., augmentation classification, reconstruction) where the encoder
learns representations using a task-specific head and loss function on unlabeled data. (B)
Pretraining with multimodal contrastive learning (VICReg with features), involving the
encoder, a projection head, a designed feature encoder architecture that maps the other
input modality to the same space as the main data branch, and a specialized contrastive loss.
(C) The encoder from A or B is frozen and used to generate embeddings for a downstream
supervised classification task.

4.2.1 Encoder

The goal of this thesis is not to find or develop the best encoder, but rather to use an encoder
that works decently well as a common baseline across all the tested and proposed methods. We
will thus use the same encoder for all the methods developed and evaluated in this work. Prior
work has shown that Fully Convolutional Networks (FCN) are effective for HAR tasks and have
demonstrated good performance on the UCI HAR dataset [Qian et al., 2022]. We will then use a
similar architecture with the following configuration: the input layer takes 9×128 scalar values,
representing the readings of the 9 sensor channels of a temporal window of 128 samples. The
encoder consists in 3 convolutional blocks. Each block applies a 1D convolution with kernel
size 8 (and increasing channel sizes: 32, 64, and 128), followed by batch normalization, ReLU
activation, and temporal downsampling via max-pooling. A dropout rate of 0.35 is applied after
the first block to prevent overfitting. After the last block, adaptive average pooling is applied
to reduce the output to a desired size (typically 128). We later show in subsection 5.3.6 that
increasing the embedding size does not significantly improve the performance.

It should be noted that the specific encoder architecture choice does not significantly change
the findings presented in this thesis, as demonstrated by an ablation study (see subsection 5.3.5).

4.2.2 Downstream Classifier

The downstream classifier is responsible for taking the embeddings produced by the encoder
and making predictions for the HAR task. We consistently use the same classifier in all the
experiments. It consists of a fully connected layer that maps the embedding to a hidden size of
512, followed by ReLU activation, 0.3 dropout rate, and a final fully connected layer that maps
the hidden size to the number of classes (6 for the UCI HAR dataset). Since it is out of scope
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for this thesis to find the best classifier configuration, we did not perform any hyperparameter
optimization.

4.2.3 Supervised Baseline

To showcase the effectiveness of the self-supervised methods, we will use a supervised baseline
that uses solely the labeled data for training. It consists of the encoder followed by the down-
stream classifier. Different from all the other SSL methods, the encoder is not pretrained, but
it is trained from scratch together with the classifier.

4.2.4 Self-Supervised Variations

Each of the self-supervised methods has its own specific architecture, but they all share the same
encoder and downstream classifier. The individual architectures are described in the following
sections.

4.3 Pretrain Tasks

As discussed in chapter 2, multiple methods have been proposed to train an encoder in a self-
supervised manner. In this section, we briefly describe the different tasks and methods tested
in this thesis, which include both pretext tasks and contrastive learning approaches.

Pretext tasks indirectly guide the model to learn useful representations by solving specifically
designed problems. Alternatively, contrastive learning paradigms explicitly guide the model
to learn representations with certain imposed characteristics by bringing different augmented
views of the same input closer together in the embedding space while pushing apart representa-
tions of differing samples. These approaches encourage the encoder to capture the underlying
structure of the data, resulting in embeddings that are more effective for downstream tasks like
HAR.

The goal is to create a good embedding that can be used for the downstream HAR task.
Different pretrain tasks can learn different aspects of the data, thus creating different embed-
dings. In this chapter, we test them individually, while in the next chapter, we will explore their
combinations.

4.3.1 Pretext Tasks

Among the many pretext tasks proposed in the literature (see section 2.3.1), we have selected
classifying augmentations and reconstruction of a masked input as our primary tasks since they
are commonly used and have shown good performance in previous work [Haresamudram et al.,
2022; Logacjov, 2024; Zhang et al., 2024].

Classifying Augmentations

One of the simplest pretext tasks is to train a model to identify whether signal transformations
are applied to the data or not. Saeed et al. [2019] first used this method to explore SSL on HAR
accelerometer data. Their approach involves a multitask learning setup with a separate head
for each transformation.
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Our implementation is inspired by their work, but we simplify it by using a single head
serving as a classifier for all transformations. The transformations used are inspired by the
work of Qian et al. [2022] and include both time and frequency domain augmentations:

• No augmentation: the original signal, used as a baseline.

• Negate: inverts signal sign.

• Shuffle: randomly shuffle the sensor channels (per sample) to test channel invariance.

• Scale: amplify each channel by a randomly generalized distortion with a mean of 2 and
standard deviation of 1.1.

• Time Flip: reverses signal along the time axis.

• Rotation: applies a 3D rotation to each tri-axial sensor reading by rotating it around a
randomly selected axis using an angle drawn uniformly from −π to π.

• Permute: split the signal into up to 5 random segments along the time axis, and shuffle
their order.

• Resample: upsample with linear interpolation the signal to 3 times its original frequency,
then randomly downsample it to its original shape.

• Time Warping: warps the signal in time using smooth cubic splines, randomly stretching
it.

• Permuted Jitter: applies permutation and jitter to the signal.

• Scaled Jitter: applies jitter and scale to the signal.

• High-Frequency Component (HFC): high-frequency component extraction via FFT mask-
ing.

• Low-Frequency Component (LFC): low-frequency component extraction via FFT mask-
ing.

• Phase Shift: randomly shifts the phase of the signal by a random amount uniformly
drawn from −π to π.

• Partial Amplitude Phase: applies Gaussian noise to amplitudes and random shifts to
phases within a randomly selected half-length segment of the frequency domain.

• Full Amplitude Phase: Perturbs amplitudes and phases across the entire frequency do-
main, using the same noise and phase shift ranges as in the previous method.

The model is composed of the FCN encoder, followed by two fully connected layers for
classification. The hidden layer has the same size as the embedding (typically 128) and uses
ReLU activation, while the output layer has a size equal to the number of transformations (16
in total).
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Reconstruction

As shown in section 2.3.1, reconstruction-based methods have been widely used in SSL. The idea
is to train an encoder-decoder network that learns either the identity function or to reconstruct
the original signal from a damaged version of it. The network maps the input signal to a lower-
dimensional representation, and then reconstructs the original signal from this representation.
This approach encourages the model to include all the relevant information in the learned
representation, as it needs it for the reconstruction task.

In this thesis, we connect our encoder to a simple decoder that consists of three fully con-
nected layers mapping back to the original signal shape. The input to the decoder is the output
of the encoder (typically 128-dimensional). The following hidden layers have the size of 512
and 1024, while the output layer has the same size as the input (9 channels × 128 samples for
a total of 1152). The decoder uses ReLU activation in the hidden layers and no activation in
the output layer.

The masked input is created by randomly selecting a percentage of the input signal (50%)
and replacing it with zeros. The encoder-decoder model is trained to minimize the mean
squared error between the original signal and the reconstructed version from the masked input.

4.3.2 Contrastive Learning

CL has become one of the most popular approaches to SSL in recent years, as discussed in
section 2.3.1. In this thesis, we will use different CL methods, each with its own specific archi-
tecture and loss function.

Standard Contrastive Learning

The first method is a standard CL approach: the SimCLR method [Chen et al., 2020]. The model
consists of a FCN encoder, followed by a projection head that maps the learned representation
to a lower-dimensional space to reduce computational complexity. The projection head is com-
posed of two fully connected layers with a ReLU activation in between. The hidden layer has
the same size as the embedding (typically 128) and ReLU activation, while the output layer has
a size of 128.

At training time, the model sees two augmented views of the same input signal and learns
to maximize the similarity between the two views while minimizing the similarity with all other
views in the batch (see section 2.3.1). As in the original SimCLR paper, the contrastive loss is
computed using normalized temperature-scaled cross-entropy (NT-Xent) (see Equation 2.2).

VICReg

To test the performance of CL without negative examples, we selected VICReg [Bardes et al.,
2022; Shwartz-Ziv et al., 2023] that uses a loss function with variance, invariance, and covari-
ance terms to encourage the model to learn expressive representations (see section 2.3.1).

VICReg has the same architecture as for our SimCLR implementation, with the FCN encoder
followed by a projection head that maps the learned representation to a lower-dimensional
space of 128 dimensions.
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Contrasting with Features

All the previous approaches, based on pretext tasks or CL, take as input the raw sensor data.
Since VICReg readily supports different input modalities and architectures, we use it to contrast
the embeddings from raw sensor data with those extracted from expert features (see chapter 3),
which can be interpreted as a different representation space.

In this contrastive architecture, the first branch is identical to the standard VICReg use case,
while the second one needs a different encoder and projection head. Since the feature branch is
discarded after training, as it serves only to provide contrastive information, it is implemented as
a single network that maps features to the same output dimensionality of the raw data branch.
The input size is equal to the feature size (561). The two hidden layers are of size 512 and
256, with ReLU activation, and the output layer has a size of 128, matching the output of the
projector of the other branch.

4.4 Results

All the methods described are implemented in the same framework (see Appendix A), and were
tested on the same conditions on the UCI HAR dataset (see chapter 3).

Table 4.1 shows the downstream performance of the baseline supervised model and the dif-
ferent SSL approaches. For each method, we report the accuracy and F1 score (macro-averaged)
for different amounts of labeled training data, ranging from 1 sample per activity per user (126
labeled samples in total) to the full dataset (7352 labeled samples). Figure 4.2 provides a visual
representation of the accuracy for a more intuitive comparison.

The first notable finding is the clear advantage of SSL techniques relative to plain supervised
learning in low-data regimes. In the most demanding few-shot setting (1 labeled sample per
class per user, 126 labeled samples in total), the supervised baseline (red line in Figure 4.2)
achieves an accuracy of approximately 70%. In contrast, most SSL models start with accuracies
between 83% and 89%. The significant improvement (13-19 percentage points) demonstrates
the effectiveness of the embeddings learned by the SSL methods. The SL baseline lacks the pre-
training step and struggles to learn meaningful features from a small labeled dataset, resulting
in significantly lower performance.

As the number of labeled training examples increases, the performance gap between the
supervised baseline and the SSL methods narrows. When all the dataset is used for training, the
supervised baseline obviously aligns with the SSL methods, achieving a competitive accuracy
of 90.69%. It should be mentioned that this model is trained from scratch, while the other
classifiers freeze the encoder and only train the classifier on top of the learned embeddings.
This could make the model overfit to the training data as it has more parameters to train.
Bozkurt [2021] studied the performance of different architectures on supervised learning using
the fully labeled UCI HAR dataset and reported a maximum accuracy of 96.81% on the test set
using a Deep Neural Network (DNN). Without any optimization, the best SSL techniques are
not far from such a state-of-the-art performance, and better than several of the other surveyed
fully supervised methods [Bozkurt, 2021].

VICReg with identical branches, VICReg contrasting features with raw data, and SimCLR (re-
spectively in blue, cyan, and orange color in Figure 4.2) consistently form the best-performing
methods across all training data sizes ranging from 2 to 6 labeled samples per class per user
(252 to 756 labeled samples in total). They achieve accuracies of 89.38% to 91.14%. CL obtains
the best accuracy of 93.06% when trained with all the labeled data. An important finding is that



33 4.4 Results

Method Training Labels Accuracy F1 Score

Supervised Baseline

1 (126) 69.91 ± 3.80 0.68 ± 0.05
2 (252) 77.84 ± 7.29 0.77 ± 0.08
3 (378) 85.56 ± 2.10 0.85 ± 0.02
4 (504) 85.67 ± 0.93 0.85 ± 0.01
5 (630) 85.86 ± 1.69 0.86 ± 0.02
6 (756) 86.39 ± 0.71 0.86 ± 0.01

All (7352) 90.69 ± 2.08 0.91 ± 0.02

Classifying Augmentations

1 (126) 83.66 ± 1.70 0.83 ± 0.02
2 (252) 85.95 ± 1.05 0.86 ± 0.01
3 (378) 86.85 ± 0.72 0.87 ± 0.01
4 (504) 87.97 ± 1.06 0.88 ± 0.01
5 (630) 88.35 ± 0.78 0.88 ± 0.01
6 (756) 88.14 ± 0.77 0.88 ± 0.01

All (7352) 89.79 ± 1.24 0.90 ± 0.01

Reconstruction

1 (126) 86.18 ± 1.17 0.86 ± 0.01
2 (252) 88.22 ± 1.86 0.88 ± 0.02
3 (378) 88.44 ± 1.08 0.88 ± 0.01
4 (504) 88.75 ± 1.17 0.89 ± 0.01
5 (630) 89.16 ± 0.76 0.89 ± 0.01
6 (756) 89.72 ± 0.98 0.90 ± 0.01

All (7352) 90.02 ± 1.02 0.90 ± 0.01

Contrastive Learning (SimCLR)

1 (126) 84.92 ± 2.47 0.84 ± 0.03
2 (252) 89.70 ± 1.07 0.90 ± 0.01
3 (378) 90.38 ± 0.59 0.90 ± 0.01
4 (504) 89.77 ± 0.83 0.90 ± 0.01
5 (630) 91.16 ± 1.74 0.91 ± 0.02
6 (756) 91.56 ± 0.58 0.91 ± 0.01

All (7352) 93.02 ± 0.85 0.93 ± 0.01

VICReg

1 (126) 85.72 ± 3.76 0.85 ± 0.04
2 (252) 89.44 ± 1.09 0.89 ± 0.01
3 (378) 89.69 ± 2.02 0.90 ± 0.02
4 (504) 89.51 ± 2.23 0.89 ± 0.02
5 (630) 90.67 ± 2.20 0.91 ± 0.02
6 (756) 90.86 ± 1.06 0.91 ± 0.01

All (7352) 91.41 ± 1.07 0.91 ± 0.01

VICReg (features)

1 (126) 88.99 ± 0.93 88.99 ± 0.01
2 (252) 89.15 ± 1.55 89.15 ± 0.02
3 (378) 89.66 ± 1.62 89.66 ± 0.02
4 (504) 89.58 ± 0.78 89.58 ± 0.01
5 (630) 90.15 ± 1.23 90.15 ± 0.01
6 (756) 90.19 ± 0.88 90.19 ± 0.01

All (7352) 89.81 ± 1.32 89.81 ± 0.01

Table 4.1. Results of the different pretext tasks on the UCI HAR dataset. The results
(accuracy and macro-averaged F1 score) are reported as mean ± standard deviation over
5 runs. The numbers in parentheses indicate the number of labeled samples used during
pretraining. The encoders are pretrained for 200 epochs.
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Figure 4.2. Results of the different pretext tasks on the UCI HAR dataset. Reported as
mean and its 90% confidence interval over 5 runs. Numbers in parentheses indicate the
number of labeled samples used for each experiment.

the VICReg (with features) method, which contrasts the raw sensor data with the handcrafted
features, is the most consistent across all training sizes, suggesting that additional engineered
features can guide the model to quickly learn useful representations. More importantly, it also
suggests that contrasting very different representations may lead to improved performance.
The same method also has the best performance in the most extreme low data regime, out-
performing the other SSL techniques by a significant margin. However, as more labeled data
becomes available, this method is slightly outperformed by the CL and standard VICReg ap-
proaches (achieving up to +2.5% accuracy). This suggests that while the guidance from the
hand-crafted features is helpful when data is limited, it may also prevent the model from dis-
covering the more refined representations that contrastive methods can extract from the raw
data alone.

Classify Augmentations and Reconstruction (green and magenta color in Figure 4.2) deliver
solid performance, but they do not reach the peak accuracies of the top-tier methods.

Consistency across the different folds is also an important aspect to consider. The supervised
model exhibits a high variance across the low-data regime, as indicated by the wide red shaded
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area. This means its performance is highly sensitive to the specific small set of labeled samples
chosen for training. In contrast, the top-performing SSL methods (VICReg, CL) have much
tighter confidence intervals. This demonstrates that their pre-trained representations offer a
more robust and stable starting point, making the downstream training process less susceptible
to the randomness of small sample sets. This stability is a significant practical advantage, as it
implies more reliable performance.

4.5 Closing Remarks

This experiment demonstrated that SSL methods can significantly improve the performance of
HAR models, especially when labeled data is expensive or difficult to obtain. By leveraging
unlabeled data, SSL methods can successfully train powerful encoders that create useful and
robust feature representations. These representations give SSL methods a clear advantage over
traditional supervised techniques that are forced to learn with much less data available.

The various SSL techniques achieve similar performances while being driven by different
target objectives, which can be as different as pretext tasks or pure CL. This implies that poten-
tially very different internal representations can provide valuable results. In the next chapter,
we will see how performance can be further improved through a multi-task approach in which
multiple of the discussed techniques are combined together.
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Chapter 5

Multitask Self-Supervised Learning

In the previous chapter, we explored how SSL methods can enhance the per-
formance of machine learning models, particularly in scenarios with limited
labeled data. Each SSL task grasps a different aspect of the data, leading
to diverse and complementary representations. This chapter highlights the
benefits of combining multiple SSL tasks to create a more comprehensive
and robust feature embedding and presents an extensive ablation study. The
next chapters will build on this foundation, exploring how this framework
can be further improved, trained while preserving privacy, and adapted to
different domains.

5.1 Introduction

The results presented in chapter 4 demonstrate how SSL methods can effectively learn powerful
representations from unlabeled data, and use them to successfully solve downstream tasks using
only a small amount of labeled samples. The tested techniques are highly diverse, as they
range from implicitly determining the encoded knowledge through pretext tasks to explicitly
constraining the internal representations through contrastive losses. Moreover, we have also
seen that multimodal input data (in particular raw data and expert features) can be successfully
leveraged.

The main goal of this chapter is to investigate if and how combining multiple of these repre-
sentations together during the learning phase may improve performance by capturing different
aspects of the data in a single embedding. This will be done in the framework of MTL (see sub-
section 2.3.4), where multiple tasks are trained simultaneously to optimize a shared objective.

Building on the same architectures presented in chapter 4, we propose a multitask model
(described in section 5.2) and extensively evaluate it (see section 5.3). In addition to presenting
the results achieved, we perform an extensive ablation study to analyze the impact of each
training choice and component on the final performance.

5.2 Architecture

To learn a rich and robust feature embedding, we propose an MTL architecture that combines
multiple SSL tasks. This model is designed to simultaneously learn from several diverse objec-
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tives. The architecture, illustrated in Figure 5.1, is modular, centered around a shared encoder
whose learned representations are fed into multiple task-specific heads. Each head is responsi-
ble for a different SSL task, allowing the model to learn complementary features from the data.
This modular design enables the addition or removal of tasks without affecting the overall ar-
chitecture, making it flexible and adaptable to various scenarios.

Encoder

Classification

Features
Encoder

xIVxI xII xIII xV

mask transform transformtransform features

batch

ContrastiveReconstruction Contrastive

original

x

Figure 5.1. Multitask Self-Supervised Learning architecture

At training time, for each batch, the original samples are augmented in different ways. For
each task, the corresponding view of the sample is passed through the shared encoder, which
generates a feature embedding. This embedding is then processed by the task-specific head,
which computes the loss for that particular task. For example, the reconstruction head requires
the masked input (x II in the Figure 5.1) to go through the encoder and the decoder, while the
contrastive head needs two transformations of the original sample (x III and x IV in Figure 5.1)
to be passed through the encoder, the contrastive projection head, and then compared.

To also include expert features in the training (xV in Figure 5.1), we use a different en-
coder to handle this modality (as discussed in subsection 4.3.2). The output of this encoder is
then contrasted with the original sample passed through the main encoder and the contrastive
projection head.

Then, a separate loss term is computed for each of the model outputs. In subsection 2.3.4,
we discussed several methods for combining the losses of different tasks: from the simple sum
of the losses to dynamic weighting or gradient-based approaches. In this work, the actual
performance of the model on the pretext tasks is not the main goal, but rather the quality of
the learned representations. For this reason, we avoid complex and computationally expensive
gradient-based methods and opt for dynamic weighting of the losses [Cipolla et al., 2018]. The
method assigns a different learnable weight to each task, which is updated during training, and
avoids collapse through a logarithmic regularization term (see Equation 2.9). This approach
allows to balance the contribution of each task to the overall loss, while keeping the training
process simple and efficient.
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As for the single-task SSL case, the encoder is frozen after the pretraining phase, and the
embeddings drive the training of the same downstream classifier introduced in subsection 4.2.2.

5.3 Results

One of the main objectives of this thesis is to introduce a simple yet effective multitask technique
to improve the pretraining phase of SSL methods. To evaluate its effectiveness, we first compare
the performance of the full MTL architecture presented in section 5.2 with the single-task SSL
methods discussed in chapter 4. We then analyze the impact of each task on the final perfor-
mance of the multitask model. This evaluation is simplified by the modularity of the approach,
where adding or removing a task translates to simply adding or removing the corresponding
task-specific branch and its loss term. As we will see, the experiments highlight the interest of
overfitting the encoder during pretraining. We discuss this aspect in subsection 5.3.4. Finally,
we perform an ablation study to evaluate the impact of different design choices, including mod-
ifying the encoder architecture (see subsection 5.3.5) and the embedding dimensionality (see
subsection 5.3.6).

5.3.1 Comparing with Single-Task SSL

In chapter 4, we explored various SSL pretext tasks and their impact on the quality of the
learned representations. In this section, we will compare the performance of single-task SSL
methods with the complete multitask SSL method proposed.
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Figure 5.2. Comparison of single-task SSL methods with the multitask SSL method. The
plot shows the accuracy of the model as a function of the number of labeled samples used
for training, with different colors representing different SSL methods. We report the mean
and its 90% confidence interval over 5 runs.

Figure 5.2 visually compares the performance accuracy of the MTL model with the single-
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task SSL methods. The MTL model consistently outperforms the single-task methods across all
labeled data sizes. This comparison highlights that combining multiple SSL tasks not only leads
to a model as good as the best single-task SSL method but also provides additional information
to the model, allowing it to outperform the best single-task method in all scenarios. This demon-
strates that combining multiple SSL tasks can allow the model to learn different aspects of the
data, leading to a more comprehensive and robust feature embedding. The tasks are combined
with dynamic weighting. Figure 5.3 illustrates the evolution of the learned weights σi during
training by plotting the factor fi =

1
2(σ2

i )
applied to each task loss Li . For better readability,

the factors are reparameterized as percentages, so that the sum of all factors is always 100%.
As we can see in the first few epochs, the factors quickly vary to capture the different scales of
the losses, and after evolving more smoothly as the training progresses. The plot displays the
average value over 5 folds, with the shaded area representing the 90% confidence interval for
the mean, which is hardly visible since the weights are very stable across different runs.
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Figure 5.3. Task contribution in percentage during training. The weights are dynamically
learned, allowing the model to adapt to the different scales and evolution of the task-specific
losses. The plot shows the evolution of the multiplying factors for each task as the training
progresses, with different colors representing different tasks.

The MTL model achieves an accuracy of 89.6% with only 126 labeled samples (1 labeled
sample per class per user), while the best single-task SSL method (VICReg with features) only
reaches 89.0%. The gap widens when more labeled samples are used, with the MTL model
proving its superiority even when all labeled samples are available, reaching 94.1% accuracy
compared to 93.0% for the best single-task method (CL). Moreover, the MTL is always the
best in all the regimes, from few-shot learning (126 labeled samples) to the full dataset (7532
labeled samples).

While this finding might look obvious, the situation is much more complex than what may
superficially seem. First of all, the large performance increase of MTL relative to the individual
techniques shows that each of the techniques extracts fairly different aspects of the data. Oth-
erwise, with very close-by embeddings, we would observe just an averaging effect. Second, it is
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not granted that combining very diverse solutions leads to a better performance. In particular,
as discussed in subsection 2.3.4, directions of improvements from different tasks may cancel
out.

5.3.2 Visualizing the Data Representations

To illustrate the effectiveness of the learned representations, Figure 5.4 visually compares the
raw data, expert features, and MTL embeddings using t-Distributed Stochastic Neighbor Em-
bedding (t-SNE) [Maaten and Hinton, 2008].

(a) Raw Data (1,161) (b) Expert Features (561)

(c) MTL Embeddings (128)

Activity
Walking
Walking upstairs
Walking downstairs
Sitting
Standing
Laying

Figure 5.4. t-SNE visualization of the data representations. The first two subfigures show
the raw data and expert features, while the last one shows the MTL embeddings. The
colors represent different activities.
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The t-SNE algorithm is a dimensionality reduction technique that helps visualize high-
dimensional data by projecting it into a lower-dimensional space, preserving local structures.
We projected the entire dataset into a 2D space, assigning a different color to each activity class.

Figure 5.4a displays projections of the raw data. As can be noted, most of the data is clut-
tered together, and the only visible separation is between Laying and the other activities. Several
of the Sitting instances are also slightly separated, but others are very close to other types of
activities. This highlights the difficulty of distinguishing activities directly from the raw data.

With expert features (Figure 5.4b), the separation is much improved, and in most cases, we
can identify clusters corresponding to each activity. This shows that the domain experts who
handcrafted the features were able to select ones relevant to the classification task. However,
we can also see that when clusters are well defined, there are situations where there is little
or no gap between clusters, making classification ambiguous in boundary areas. Moreover,
distinguishing between Sitting and Standing seems very difficult, as the instances of both classes
are mixed together.

Figure 5.4c shows the MTL embeddings extracted directly from unlabeled data with self-
supervised pretraining. As can be noted, the various classes are well clustered and well sepa-
rated. It is still challenging to distinguish some instances of Sitting and Standing, but the overall
separation is much clearer.

Additionally, it is important to note that the dimensionality of the different representations
is very different: the raw data has 1,161 dimensions, the expert features have 561, and the
MTL embeddings have only 128. For this reason, Figure 5.4c also looks sparsely populated, as
the t-SNE algorithm piles together many instances with similar embeddings.

An important consideration is that, while the experts who defined the features in Figure 5.4b
were well aware of the downstream problem, the MTL embeddings naturally arise from self-
supervision and are thus not only more compact, but potentially more general.

(a) 1 (126) (b) 4 (504) (c) all (7352)

Figure 5.5. t-SNE visualization of the latent embeddings learned by the supervised model
with different amounts of labeled data. The colors represent different activities using the
same color map as Figure 5.4.

For reference, we also report the t-SNE visualization of the embeddings learned by the su-
pervised model trained from scratch on different amounts of labeled data (Figure 5.5). As can
be noted, the separation between classes increases with the data availability. When all the la-
beled data is used (Figure 5.5c), the clusters are well defined and separated, as achieved by the
MTL embeddings (Figure 5.4c) that were learned without any knowledge of the downstream
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task. The gap between classes is more pronounced then in the MTL case, but we can also see
some mixing in the different walking activities that are not present in the MTL embeddings. De-
spite the availability of labels, distinguishing between Sitting and Standing is still challenging.
For smaller data regimes (Figure 5.5a and Figure 5.5b), the clusters are less defined, reflecting
the lower accuracy achieved in these scenarios as reported in Table 4.1 and Figure 4.2.

5.3.3 Different Pretraining Tasks Combinations

After analyzing the performance of the multitask SSL method using the full set of pretraining
tasks, we evaluate the impact of the individual ones. This is done by exploiting our modular
design, rerunning the same test while activating only the desired task combination.
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✓ ✗ ✗ ✗ 83.66 ± 1.70 85.95 ± 1.05 86.85 ± 0.72 87.97 ± 1.06 88.35 ± 0.78 88.14 ± 0.77 89.79 ± 1.24
✗ ✓ ✗ ✗ 86.18 ± 1.17 88.22 ± 1.86 88.44 ± 1.08 88.75 ± 1.17 89.16 ± 0.76 89.72 ± 0.98 90.02 ± 1.02
✗ ✗ ✓ ✗ 84.92 ± 2.47 89.70 ± 1.07 90.38 ± 0.59 89.77 ± 0.83 91.16 ± 1.74 91.56 ± 0.58 93.02 ± 0.85
✗ ✗ ✗ ✓ 88.99 ± 0.93 89.15 ± 1.55 89.66 ± 1.62 89.58 ± 0.78 90.15 ± 1.23 90.19 ± 0.88 89.81 ± 1.32

✓✓ ✗ ✗ 83.64 ± 1.90 87.85 ± 3.24 88.46 ± 1.73 88.27 ± 1.85 89.44 ± 1.89 88.94 ± 1.19 91.21 ± 2.02
✓ ✗ ✓ ✗ 85.95 ± 2.87 89.93 ± 1.36 90.06 ± 1.36 90.36 ± 0.59 91.73 ± 0.79 91.58 ± 1.02 93.21 ± 0.99
✓ ✗ ✗ ✓ 90.11 ± 1.36 91.03 ± 2.64 91.16 ± 1.84 90.46 ± 2.36 91.46 ± 1.85 91.17 ± 1.74 92.30 ± 1.29
✗ ✓✓ ✗ 85.21 ± 3.26 89.74 ± 2.17 90.52 ± 1.77 90.20 ± 1.21 91.70 ± 2.08 92.00 ± 1.09 93.53 ± 1.02
✗ ✓ ✗ ✓ 85.59 ± 2.17 87.82 ± 3.58 87.86 ± 3.05 88.86 ± 2.35 89.10 ± 2.25 89.39 ± 2.46 89.54 ± 1.88
✗ ✗ ✓ ✓ 89.30 ± 2.80 91.23 ± 1.62 91.59 ± 1.34 91.30 ± 0.99 92.33 ± 1.25 92.50 ± 0.95 93.18 ± 0.60

✓✓✓ ✗ 86.13 ± 2.59 89.72 ± 2.39 91.06 ± 1.35 90.95 ± 0.85 92.20 ± 1.70 92.12 ± 1.24 94.07 ± 0.97
✓ ✗ ✓ ✓ 89.69 ± 0.79 91.80 ± 1.43 91.94 ± 0.76 91.77 ± 0.94 93.00 ± 0.87 92.94 ± 0.27 94.33 ± 0.63
✓✓ ✗ ✓ 90.00 ± 1.29 91.53 ± 2.13 90.89 ± 2.02 91.19 ± 1.69 91.61 ± 1.78 91.12 ± 1.18 91.88 ± 0.96
✗ ✓✓ ✓ 89.11 ± 2.06 91.60 ± 1.57 91.54 ± 0.86 91.69 ± 0.76 92.29 ± 1.19 92.62 ± 0.48 93.33 ± 0.91

✓✓✓ ✓ 89.64 ± 2.02 91.40 ± 1.57 91.76 ± 0.83 91.97 ± 1.20 92.69 ± 1.80 93.28 ± 0.93 94.12 ± 1.14

Table 5.1. Ablation study on multitask SSL task combinations. Each row shows a different
combination of SSL tasks: classification augmentation (class), reconstruction (rec), con-
trastive learning (CL), and VICReg with features, indicated by checkmarks (✓) and cross
marks (✗). The table presents downstream classification accuracy (%) across different num-
bers of labeled training samples. Bold values indicate the best performance for each data
regime. The optimal three-task combination (class + CL + VICReg) consistently outper-
forms other combinations, while the inclusion of reconstruction often degrades performance
when combined with contrastive methods. Results are averaged over 5 folds with encoders
trained for 200 epochs.

Different from section 4.4, where each task is trained separately, we focus here on under-
standing whether the nature of the tasks and their combination can lead to different outcomes.
For example, two tasks might perform similarly when trained separately, but they might learn
different aspects of the data, and their combination might lead to a better representation. On
the other hand, two other tasks might learn similar features, and their combination might not
provide any additional information to the model. Finally, it could also be the case that two
different representations could be conflicting and cancel each other out, leading to a worse
performance.
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Table 5.1 presents the results of this ablation study, where we systematically explore the
impact of different task combinations on performance. We tested all the possible combinations
of two, three, and four tasks, the last one being the full multitask model. The analysis has
revealed several key insights into the interactions and importance of the different tasks.

The first observation is that contrasting raw data with expert features (VICReg with fea-
tures) is crucial for achieving the best performance in scarce data regimes. When this task
is excluded, in the most extreme scenario (few-shot learning with 126 labeled samples), the
performance drops significantly, losing from 3.7% to 6.4% depending on the task combination.
This result further confirms the importance of multimodal CL and exploiting expert features in
the pretraining phase. However, as more labeled data is available for downstream training, con-
trasting with expert features becomes less critical or even unnecessary, as seen in the full dataset
regime (7352 labeled samples), where the performance is comparable with and without this
task. When the number of labeled samples is high, standard CL between data augmentations
becomes the most important task, consistently leading the models to the best performance.

Moreover, removing the reconstruction task (rec) from the combination does not seem to
have a significant impact on the performance, as the three other tasks combined achieve per-
formance comparable to the full four-task combination. However, small improvements are
observed when reconstruction and standard CL are combined, suggesting that these two tasks
can complement each other in certain scenarios. This could suggest that the other two tasks
(classification augmentation and VICReg with features) capture similar information to what
reconstruction learns, making reconstruction redundant in this context.

The four-task combination (bottom row) or the three-task combination without reconstruc-
tion (fourth to last row) always achieves the best accuracy or is very close to the best performing
task combination. This finding emphasizes the importance of including diverse tasks in the pre-
training phase to capture a wide range of features and improve generalization.

5.3.4 Consequences of Overfitting during Pretraining

While in standard MTL, the performance and generalization ability of the model across different
tasks are the ultimate goal, we use it in an SSL setting only to improve the quality of the learned
representations. Therefore, only the performance on the downstream task is relevant, and we
can afford to overfit the pretraining tasks on the training data. Figure 5.6 shows the downstream
task accuracy as a function of the number of epochs used to train the multitask encoder.

It should be noted that the best performance on the downstream task is not always achieved
by the best-performing pretraining model. In this case, the best pretraining performance is
achieved after around 108.8 epochs (average of the 5 folds). However, even though the model
starts overfitting the pretraining tasks, we continue to see a slight improvement in the down-
stream task accuracy. For example, when training the encoder for 200 epochs, the downstream
task accuracy is 89.6% when only the smallest amount of labeled data is used, compared to
88.9% taking the best pretraining epoch model. Similarly, even when the full labeled data is
used, the accuracy is 94.1% compared to 93.4%. These might look like small improvements,
but they can make a significant difference in real-world applications where every percentage
point of accuracy counts.

Another interesting observation is that, even when the number of training epochs is high, a
loss in downstream performance is not observed. After around 200 epochs, the improvement
curve flattens out. A possible explanation is that the embeddings are latent representations
and far from the last task-specific layers. Therefore, the model can still overfit the last layers
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Figure 5.6. Overfitting the pretraining tasks on the UCI HAR dataset. The plot shows the
accuracy of the model as a function of the number of training epochs of the multitask en-
coder, with different colors representing different amounts of labeled data used for training.

without affecting the quality of the deep learned representations.
This behavior is not unique to multitask SSL but also occurs in single-task SSL settings.

For instance, in section 4.4, we presented the results after 200 epochs of training the encoder.
However, when taking the encoder at the epoch with the best pretraining task performance,
the downstream accuracy drops. For example, considering the standard VICReg trained with
features we observe a consistent decrease of 3-4 percentage points in accuracy across all the
labeled data sizes. Similar behavior occurs for the other SSL methods.

For this reason, all the results presented in this thesis are obtained using a fixed number of
epochs (200) for training the encoder and saving the last model. Additional research could be
done to further investigate this behavior.

5.3.5 Ablation: Different Encoders

To evaluate the robustness of the results obtained on the specific configuration of the encoder,
we perform an ablation study replacing the FCN encoder with other architectures commonly
used in time series analysis: LSTM and Transformer. The architectures of these encoders are
inspired by Qian et al. [2022], which uses them in a CL scenario to experiment with different
CL frameworks, backbone architectures, and data augmentations.

The first encoder is an implementation of a Deep Convolutional LSTM (DeepConvLSTM)
with 4 convolutional layers with ReLU activation functions, followed by a 0.5 dropout layer and
2 LSTM layers. The output of this encoder is a 128-dimensional vector. The encoder contains
roughly 0.55 million parameters, which is significantly more than the FCN encoder used in the
previous sections (see subsection 4.2.1), which has only 85K parameters.
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Figure 5.7. Comparison of multitask SSL with single-task SSL methods using a Deep-
ConvLSTM encoder (top) or a Transformer-based encoder (bottom). The plots show the
accuracy of the model as a function of the number of labeled samples used for downstream
training, with different colors representing different SSL methods. We report the mean and
its 90% confidence interval over 5 runs. The encoders are trained for 200 epochs.

The second encoder is based on Transformers. It first uses a linear layer to convert the input
time series into embeddings of 128. A special 128-dimensional token is added to the embedded
sequence as a representation vector. Positional encoding is added to the embedding to give the
model information about the order of the tokens. The core of the network consists of a stack of
4 identical blocks, each containing a multi-head self-attention layer and a fully connected feed-
forward layer. Residual connections are used around each layer to facilitate stable training. The
output of this encoder is also a 128-dimensional vector. The Transformer encoder has around
0.33 million parameters.
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Figure 5.7 shows the results of the ablation study using the DeepConvLSTM and Transformer
encoders, respectively. The relative performance of the multitask SSL method compared to
single-task SSL methods is consistent with the results obtained using the FCN encoder: when
combining multiple SSL tasks, the MTL model consistently outperforms the single-task SSL.

However, the absolute performance of the models trained with these encoders is lower than
that obtained with the FCN encoder. This might be due to the size of the encoders, which
are way larger than the FCN one (0.55M and 0.33M parameters for the DeepConvLSTM and
Transformer, respectively, compared to 85K for the FCN encoder). Additionally, architectures
like Transformer need a larger amount of data to generalize well, and the UCI HAR dataset is
relatively small.

The results obtained confirm at the same time the robustness of the approach when using
different encoders and that the selected FCN encoder is a good choice.

5.3.6 Ablation: Testing the Embedding Size

A crucial aspect of SSL is the size of the learned embedding. A larger embedding might capture
more information about the data, but it can also lead to overfitting, especially when the amount
of labeled data is limited. Smaller embeddings, on the other hand, compress the information,
and they force the model to focus on the most relevant features.

To investigate the impact of the embedding size on the downstream performance, we con-
ducted an ablation study where we trained the FCN encoder with different output sizes. To
keep the number of parameters constant, the output of the last convolutional block (2304) is
reshaped to the desired embedding size using pooling. Studying the impact of the embedding
size is not easy, as it heavily impacts the downstream classifier. As explained in subsection 4.2.2,
the downstream classifier consists of a fully connected layer that maps the embedding to a hid-
den size of 512, followed by ReLU activation, 0.3 dropout, and a final fully connected layer that
maps the hidden size to the number of classes (6 for the UCI HAR dataset). For a complete
comparison, one should study the best architecture for each embedding size, but this is out of
the scope of this work and would require a lot of trials and hyperparameter tuning. Therefore,
we keep the same architecture for the downstream classifier, and we only change the first layer
to match the embedding size.

Size 1 (126) 2 (252) 3 (378) 4 (504) 5 (630) 6 (756) all (7352)

128 89.64 ± 2.02 91.40 ± 1.57 91.76 ± 0.83 91.97 ± 1.20 92.69 ± 1.80 93.28 ± 0.93 94.12 ± 1.14
256 88.88 ± 1.21 91.68 ± 1.44 91.52 ± 1.48 91.44 ± 0.76 92.43 ± 0.64 92.45 ± 0.74 94.29 ± 0.63
384 87.51 ± 1.90 90.97 ± 1.86 91.31 ± 1.14 91.55 ± 0.62 91.76 ± 0.59 92.28 ± 0.62 94.40 ± 1.39
512 85.81 ± 1.70 90.40 ± 1.98 90.17 ± 2.29 90.70 ± 1.48 91.29 ± 1.48 91.49 ± 0.90 93.86 ± 1.44
640 85.78 ± 0.61 89.87 ± 1.19 91.27 ± 1.18 91.16 ± 0.51 91.58 ± 0.64 92.18 ± 0.60 94.50 ± 0.65
768 84.55 ± 0.99 89.71 ± 1.85 90.45 ± 0.89 90.84 ± 0.64 90.81 ± 0.49 90.62 ± 1.15 93.70 ± 0.94
1024 83.94 ± 2.01 89.17 ± 1.09 89.86 ± 1.50 89.94 ± 0.41 90.95 ± 0.81 90.52 ± 0.92 93.35 ± 1.32
1280 84.69 ± 0.99 89.64 ± 1.82 90.30 ± 1.46 90.68 ± 0.64 91.02 ± 0.90 91.40 ± 1.22 94.47 ± 0.99

Table 5.2. Multitask SSL with different embedding sizes. The table shows the accuracy of
the model as a function of the number of labeled samples used for downstream training,
with different embedding sizes. The FCN encoder is trained for 200 epochs. The values are
the mean and standard deviation of the accuracy over 5 runs. The best accuracy for each
number of labeled samples is highlighted in bold.
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Table 5.2 shows the results of this ablation study, while Figure 5.8 visually compares the
results for some of the embedding sizes. The results show that increasing the embedding size
does not provide additional knowledge to the model. When the full labeled dataset is used, all
the embedding sizes achieve similar performance, with the 640-dimensional embedding slightly
registering the best performance (even though the difference is not statistically significant).
However, as the number of labeled samples decreases, the lower embedding sizes (128 and
256) start to outperform the larger ones. This suggests that smaller embeddings are more
robust to overfitting when the amount of labeled data is limited, while larger embeddings might
capture nuances in the data that are very difficult to learn without a sufficient amount of labeled
samples.
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Figure 5.8. Multitask SSL with different embedding sizes. The plot shows the accuracy of
the model as a function of the number of labeled samples used for downstream training,
with different colors representing different embedding sizes. We report the mean and its
90% confidence interval over 5 runs. The FCN encoder is trained for 200 epochs.

5.4 Closing Remarks

Our extensive experimentation demonstrated that combining multiple SSL tasks in a multitask
setting can significantly improve the performance relative to the single-task solutions. In our
design, the combination is achieved through a modular architecture where adding or removing
tasks is straightforward. By evaluating different task combinations, we found that, especially
in the low-labeled data regime, it is important to include in the combination tasks with differ-
ent characteristics and incorporate, if possible, expert knowledge in engineered features. Our
experiments show that in scarce data regimes, the VICReg with features task is crucial, since
the performance drops significantly in few-shot learning settings when it is removed from the
combination. As labeled data increases, its importance diminishes, and standard CL between
augmentations becomes the dominant contributor to performance. When the reconstruction
task is removed from the 4-task combination, the performance drop is negligible, suggesting
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that it captures similar information to the other tasks. Overall, the best or near-best results
consistently come from either the full four-task combination or the three-task variant without
reconstruction, highlighting the value of diverse pretraining tasks for capturing varied features
and enhancing generalization. Another interesting finding is that it is not obvious when to stop
pretraining the encoder. This is because the target of pretraining is not to achieve the best per-
formance on pretraining tasks, but to generate embeddings useful for downstream classification
that uses labeled data unknown at the moment of pretraining. This might suggest that it could
be useful to exploit labeled samples to define stopping criteria for the pretraining phase. Our
ablation studies have also demonstrated the robustness of the approach to changes in encoder
architecture and embedding size. In particular, we found that smaller embeddings are more
robust to overfitting when the amount of labeled data is limited. In the next chapter, we will
see how to further improve performance by improving the training of the downstream classifier.
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Chapter 6

Improving Accuracy

To exploit the full potential of unlabeled data, semi-supervised methods can
be combined with our multitask SSL approach. We previously trained en-
coders on different pretraining tasks and then used them to train a classifier
on small datasets of labeled data. In this chapter, we explore how to improve
the accuracy of the classifier even further by leveraging the unlabeled data,
also when training the downstream classifier.

6.1 Introduction

The training paradigm used until now is a two-stage process: first, pretrain an encoder on large
amounts of unlabeled data using various SSL techniques, and secondly, freeze the encoder and
train a classifier on top of the embeddings produced by the encoder using a small dataset of
labeled examples. While this approach successfully builds a strong knowledge base from the
unlabeled data, it discards the vast amount of information contained in the unlabeled data dur-
ing the final supervised classification stage. This is particularly problematic when the number
of labeled examples is very low.

This chapter investigates how to combine multitask SSL with the strengths of semi-supervised
learning. The main idea is to leverage the large set of unlabeled data not only during the pre-
training phase but also during the final classifier training phase itself. Given the relatively
high performance of the multitask SSL approach, among the many possible solutions (see sub-
section 2.3.2), we have selected pseudo-labeling since it can exploit the strong generalization
capabilities of the encoder that drives the classification task.

6.2 Pseudo-Labeling

Pseudo-labeling is a simple yet powerful technique for leveraging unlabeled data in a semi-
supervised learning framework. The main idea is to use the model’s predictions on the unlabeled
data as "pseudo-labels" and incorporate them into the training process. This assumes that the
model’s high-confidence predictions on the unlabeled data are likely to be correct and can be
used as useful training signals. The error induced by wrong predictions will be surpassed by
the benefits of incorporating the more abundant correct ones.
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In our implementation, we first train a classifier on the labeled data, then use this classi-
fier to predict labels for the unlabeled data. These pseudo-labels of samples where predictions
are confident (above a class probability of 0.35) are then used to augment the training set,
and the classifier is finetuned on this increased dataset. The samples with very low confidence
predictions are discarded, as they are likely to be noisy and not representative of the true distri-
bution. This process is repeated iteratively for a maximum of 50 epochs. The best epoch model
is selected based on the validation accuracy.

6.3 Results

For this experiment, we test the effectiveness of pseudo-labeling on classifiers using two differ-
ent embedding sizes: 128 and 384. The results are presented in Table 6.1. The table shows
the accuracy of the classifier trained on the labeled data only, and the accuracy after applying
pseudo-labeling finetuning. As can be seen, pseudo-labeling is particularly effective when the
number of labeled examples is small, leading to +3.02% and +0.85% improvement in accuracy
for the 128 and 384 embedding sizes, respectively. The improvement is less pronounced when
the number of labeled examples is larger, but still significant for the bigger embedding size. It
should be noted that finetuning using pseudo-labels should only improve performance, since
we select the best model every epoch. However, the model is selected using validation data,
which is very scarce, and an improvement in the validation accuracy is not always matched
with an improvement in the accuracy on the way larger test set. This explains why there are
some negative improvements in the table.

Size Method 1 (126) 2 (252) 3 (378) 4 (504) 5 (630) 6 (756)

128
Base model 89.62 ± 2.16 92.26 ± 2.15 91.41 ± 0.55 91.82 ± 1.08 92.93 ± 0.80 93.15 ± 0.66

Pseudo-labels 90.47 ± 1.73 92.36 ± 1.23 91.24 ± 0.80 92.47 ± 1.44 92.62 ± 1.48 92.60 ± 0.90

Improvement +0.85 +0.10 -0.17 +0.65 -0.31 -0.55

384
Base model 86.72 ± 2.40 91.31 ± 1.59 91.80 ± 1.00 91.65 ± 0.53 92.20 ± 1.13 92.72 ± 0.46

Pseudo-labels 89.74 ± 2.62 92.47 ± 1.94 92.32 ± 1.31 92.01 ± 0.59 93.06 ± 1.15 93.16 ± 1.23

Improvement +3.02 +1.16 +0.52 +0.36 +0.86 +0.44

Table 6.1. Effect of pseudo-labeling on the accuracy of the model with different embedding
sizes. The results are reported as mean ± standard deviation over 5 runs. The numbers in
parentheses indicate the number of labeled samples used for each task.

6.4 Closing Remarks

This chapter presents a simple refinement of the multitask SSL approach. Our preliminary re-
sults show that incorporating confident pseudo-labels is beneficial at low labeled data regimes.
An interesting finding is that the more pronounced improvements are for larger embedding
sizes. This could indicate that this technique could be employed for more complex data than
what is available in the UCI HAR dataset.



Chapter 7

Multitask Pretraining in a Federated
Learning Setting

Previous chapters introduced a multitask self-supervised learning approach
to learn powerful representations from unlabeled data, and experimentally
demonstrated its effectiveness to improve the performance of downstream
tasks. In this chapter, we extend this analysis to federated learning, which
is often necessary to protect the privacy of users’ data.

7.1 Introduction

This thesis introduced methods to fully exploit the potential of unlabeled data and train models
that generalize well even with very few labeled examples. This is very useful in many real-world
scenarios, where labeled data availability is difficult to collect. All the experiments conducted so
far demonstrated the effectiveness of multitask pretraining as a way to leverage large amounts
of unlabeled data to learn robust representations to be used in downstream tasks. However,
all the experiments were conducted in a centralized setting, where all the data is available in a
single location. This is not always possible, especially when dealing with sensitive data.

HAR is a classical example, where the difficulty of labeling data and privacy concerns meet.
For this reason, many of the available datasets are small and tied to individual devices. Col-
lecting large amounts of unlabeled data could be achieved by crowdsourcing, without asking
the user to do anything except to carry the sensors. For instance, in the context of a large
medical population study, the UK Biobank [Sudlow et al., 2015; Doherty et al., 2017] collected
a wide variety of personal information from over 500,000 participants. A subset of 100,000
participants was involved in a study that collected accelerometer data.

It has been demonstrated that using such huge amounts of unlabeled data can significantly
improve the quality of the generalizability and accuracy of pretrained models for HAR [Yuan
et al., 2024]. However, this was done by collecting all the user data in a centralized location
and performing training on the full data. Even though the participants voluntarily joined the
experiment, and agreed to share their anonymized data, they gave broad consent to use it for
any health-related research [Sudlow et al., 2015], so privacy concerns may still arise.

In this chapter, we evaluate the feasibility of pretraining the multitask SSL model introduced
in the previous chapters in a FL setting, where the data is not collected in a centralized location,

53



54 7.2 Federated Learning Setting

but rather remains on the users’ devices.

7.2 Federated Learning Setting

In the experiments presented in this chapter, we use the standard Federated Averaging (FedAvg)
[McMahan et al., 2017] algorithm, which is the most widely used method for FL.

The training process is as follows: the server initializes a global model and sends it to
all clients. Each client then trains the model on its local data for a few epochs (two in our
experiments), and sends the updated model back to the server. The server then averages the
models received from the clients to obtain a new global model, which is sent back to the clients
for the next round of training. This process continues until convergence or until a predefined
number of rounds is reached.

The implementation used in this thesis is the one provided by the Flower framework [Beutel
et al., 2022], which is a flexible FL framework. Similar to the centralized setting, we use Adam
as the optimizer, and the same hyperparameters as in the previous chapters.

Since the training and validation split used for centralized training was based on user IDs
(see section 3.3), we use the same split for the FL setting and associate a different client to each
user. This readily simulates a realistic situation, in which each participant never shares their
data with other clients or the server, ideally performing training on the wearable device itself.

7.3 Results
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Figure 7.1. Downstream accuracy of MTL SSL in a federated setting. The x-axis represents
the number of training labels, while the y-axis shows the accuracy achieved. We report
the mean and its 90% confidence interval over 5 runs. All models are trained with 2 local
epochs and the indicated number of rounds. The dashed line is the MTL SSL model in a
centralized setting, trained with 200 epochs.
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Figure 7.1 provides a direct comparison between federated and centralized training ap-
proaches. It compares the performance of the multitask SSL federated models after different
pretraining rounds with the performance of the multitask SSL model trained in a centralized
setting with 200 pretraining epochs. Table 7.1 summarizes the accuracy results across different
communication rounds and labeled data regimes. For each number of rounds, ranging from
100 to 800, we report the results for different labeled data regimes, from one to six labeled
examples per activity per user. The reported results are the average accuracy and standard de-
viation across 5 folds. With sufficient communication rounds (500+), the federated approach
nearly matches the performance of centralized training (red dashed line in Figure 7.1) across
most labeled data regimes. The largest performance gap between federated and centralized
approaches, only around 1.6%, occurs in the lowest labeled data regime (126 samples).

Round 1 (126) 2 (252) 3 (378) 4 (504) 5 (630) 6 (756) All (7352)

100 77.90 ± 4.22 83.02 ± 3.75 84.23 ± 2.44 84.98 ± 2.62 85.65 ± 2.66 85.73 ± 3.32 88.56 ± 0.96
200 84.53 ± 3.56 87.72 ± 2.31 87.61 ± 2.23 88.00 ± 1.43 88.63 ± 1.97 89.52 ± 0.78 91.16 ± 0.76
300 86.55 ± 3.25 89.47 ± 0.49 90.00 ± 1.37 89.67 ± 1.37 90.69 ± 1.12 91.14 ± 1.03 92.18 ± 0.55
400 87.06 ± 2.63 90.23 ± 0.46 90.38 ± 1.18 90.34 ± 0.60 91.29 ± 1.10 91.50 ± 1.13 92.94 ± 0.79
500 87.66 ± 2.38 90.89 ± 0.96 91.23 ± 1.22 90.84 ± 0.43 91.96 ± 1.18 91.59 ± 1.06 93.40 ± 0.79
600 87.88 ± 2.50 90.82 ± 0.90 91.26 ± 0.90 91.25 ± 0.55 91.56 ± 0.84 91.91 ± 0.86 93.06 ± 1.19
700 88.03 ± 1.98 91.16 ± 0.94 91.11 ± 1.30 90.84 ± 0.42 91.58 ± 0.70 91.94 ± 0.80 93.05 ± 1.11
800 88.00 ± 1.89 91.49 ± 0.84 91.31 ± 1.03 90.76 ± 0.81 91.38 ± 0.90 91.82 ±0.82 92.70 ± 0.89

Table 7.1. Downstream accuracy results for different numbers of training labels and different
pretraining rounds in a federated learning setting. The numbers in parentheses indicate
the total number of training examples used for each method. The best performing method
for each number of training labels is highlighted in bold.
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Figure 7.2. Downstream accuracy of MTL SSL in a federated setting with different numbers
of training labels and pretraining rounds. The x-axis represents the number of training
rounds, while the y-axis shows the accuracy achieved. The different lines represent different
numbers of downstream labeled examples used for training.
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This is an important finding, as our setup performs federated training under particularly
challenging conditions, given the limited data available in the UCI HAR dataset. First of all,
each client has a very small amount of data, down to only around 300 samples per client. Based
on this little data, each client has to extract multitask information through the optimization of
a complex loss function. In addition, each client is person-specific, meaning that, even if all
clients participated in all activities, the data gathered by each client may significantly differ due
to different movement patterns, placement of the sensors, and other factors. This could increase
the complexity of the aggregation performed by the server, which could receive conflicting
updates. These conflicts might also not be only task-specific, where some particular task (e.g.,
contrastive) might be easier for a client and difficult for another, leading to problems in the
dynamic weighting of the tasks. These results suggest that, although some of the previously
mentioned issues may still exist, they do not have a major impact on overall performance.
Still, it would be interesting to explore whether techniques developed in FL for skewed data
distributions (see subsection 2.4.2) could be applied to further improve performance and fully
close the gap with centralized training.

The increased complexity of the FL setting is also apparent in the need for more optimization
steps relative to the centralized scenario to reach the optimum. Figure 7.2 provides a visual
representation of downstream accuracy achieved as a function of the number of pretraining
federated rounds and the number of downstream labeled examples. Downstream performance
improves significantly up to 500 rounds (of two local epochs each), and then plateaus. This
behavior is similar to what was observed in the centralized setting (see subsection 5.3.4), which,
however, required 200 epochs to plateau.
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Figure 7.3. Downstream accuracy of federated single-task and multitask SSL models.
The x-axis represents the number of training labels, while the y-axis shows the accuracy
achieved. We report the mean and its 90% confidence interval over 5 runs. The models are
trained with 2 local epochs and 500 pretraining rounds.

Figure 7.3 compares the downstream accuracy achieved by the federated multitask SSL
model with that of federated single-task SSL models. Despite the added complexity of multi-
tasking, the MTL model surpasses the performance of the simpler models in all labeled data
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regimes. The performance gap is lower than in the centralized setting due to the mentioned
difficulty of optimizing and aggregating local models with personalized data.

7.4 Closing Remarks

The overall results suggest that the multitask SSL model can effectively leverage unlabeled data
in a federated setting, achieving performance comparable to centralized training with sufficient
communication rounds. This demonstrates the practical applicability of multitask SSL in real-
world scenarios where protecting user privacy is crucial.

The experiments have concentrated on the pretraining phase for the most challenging mul-
titask SSL model. It could be readily combined with standard FL techniques for the downstream
phase to obtain a fully federated approach. The techniques that should be employed for down-
stream federated training are the classic ones used in FL, as the downstream task is a standard
supervised classification problem. The training with few labels will be facilitated since it will
not train the entire network, but only a small classifier. Moreover, and most importantly, the en-
coder will already likely separate the classes well and filter out client-specific noise. Moreover,
the embedding created during pretraining could be used to train personalized models without
any need for collaboration.

A recent work [Yuan et al., 2024] has clearly shown that the quality of the embeddings
created during SSL pretraining significantly improves with the size and diversity of the data.
They compared the downstream performance of models pretrained on data sizes ranging from
36K to 6B samples and from 55 to around 100K users. For comparison, the UCI HAR dataset
used in this thesis contains only around 10K samples from 30 users. The demonstration that FL
can be applied in this context indicates very promising paths for creating massive amounts of
training data without any privacy concerns. Using a federated approach individual users can be
enrolled into the pretraining phase without them releasing any personal data. This can solve
one of the major problems of large centralized settings. Yuan et al. [2024] also mentions that
even the huge 6B samples dataset they used is limited, as it collects only data from a specific
region (UK) and specific demographics (adults). They suggest strong interest in training on
worldwide unlabeled data, covering larger demographics. FL could offer a viable solution to
this problem, either in cross-silo or cross-device settings.
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Chapter 8

Generalization to Other Domains

The methods proposed in this thesis are designed to be general and appli-
cable to various domains beyond HAR. To illustrate this, we present a case
study on a different domain, specifically image recognition, one of the most
prominent fields in computer vision.

8.1 Introduction

While the primary focus of this thesis has been on HAR, the methods proposed are designed
to be general and applicable to different tasks and domains. To study the application of the
proposed methods in a different setting, we selected image recognition as a case study, since it is
a fundamental computer vision problem that can benefit from solutions that exploit large masses
of unlabeled data. Due to the widespread use of digital photography and the common practice
of sharing images online, photos of almost any object can be rapidly acquired or downloaded
from the Internet. Manually labeling such data can obviously be done only at a small scale,
and thus SSL can be a powerful tool to leverage the abundance of unlabeled data to boost
performance [Schmarje et al., 2021].

In the following, we will first describe the chosen dataset among the many available for
image recognition, then we will introduce the architecture and the pretraining tasks that we
chose to employ in the experiments. Finally, we will discuss the obtained results, comparing the
performance of the proposed multitask SSL approach with single-task SSL methods and fully
supervised baselines.

8.2 Data

The field of image recognition has a long history, and many datasets have been proposed to
benchmark the performance of different methods. For instance, the ImageNet dataset [Deng
et al., 2009] contains over one million labeled images of objects with their bounding boxes.
Other popular datasets, most specifically designed for object recognition, include CIFAR-10
[Krizhevsky, 2009], which consists of 60,000 images of 10 different classes, and CIFAR-100
[Krizhevsky, 2009], which collects 60,000 images of 100 different classes.

For our experiments, we selected the STL-10 dataset [Coates et al., 2011], which was cre-
ated from a subset of the larger ImageNet dataset specifically designed for benchmarking SSL
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solutions. STL-10 contains RGB images of size 96x96 pixels, labeled with 10 classes: airplane,
bird, car, cat, deer, dog, horse, monkey, ship, and truck (see Figure 8.1).

PLANE BIRD CAR CAT DEER DOG HORSE MONKEY SHIP TRUCK

Figure 8.1. Sample labeled images from the STL-10 dataset. The labeled and test dataset
contains 10 classes of objects. The unlabeled dataset contains a broader set of object
classes, including other types of animals and vehicles. Each class has multiple images.

As mentioned, the dataset is designed for SSL, and thus it contains a large amount of un-
labeled data. In particular, it provides 100,000 unlabeled images from a broader set of objects
than the labeled set, for instance, it contains other types of animals (bears, rabbits, etc.) and
vehicles (trains, buses, etc.). For downstream supervised training, the dataset provides 500
labeled training images and 800 test images per class. In this work, we use the full set of
unlabeled images for pretraining, and we test different labeled data regimes for downstream
training, from 100 to 500 labeled images per class. Downstream training is performed at each
regime on 80% of the available labeled images for training, leaving the remaining 20% for val-
idation. The test set is always kept separate and used only for final evaluation. For processing,
the original image channels’ range of [0, 255] is remapped to [−1, 1].

8.3 Architecture

To facilitate the comparison of different pretraining methods, we will keep the same encoder
and downstream classifier architecture for all the experiments, and use them as components
for the task-specific models.

8.3.1 Encoder

We use ResNet-18 as our encoder [He et al., 2016]. It is a widely used architecture for many
recognition tasks. The initial image (96×96×3) is passed through a 7×7 convolutional layer,
followed by a max pooling layer, and then through four groups of residual blocks to arrive. After
the last group, a global average pooling layer is applied to obtain a 512-dimensional feature
vector.

Residual blocks are the key component of the ResNet architecture, as they allow the model
to grow deeper without suffering from vanishing gradients. Each residual block consists of two
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3 × 3 successive 3 × 3 convolutional layers, each followed by batch normalization and ReLU
activation. The input passes through this sequence to produce an output, which is then added
to the original input via an identity skip connection. This allows the model to learn residual
mappings, which are easier to optimize than the original unreferenced mappings.

Typically, the ResNet-18 ends with a fully connected layer that outputs the class probabilities,
but in our case, we will remove this layer to implement task-specific architectures.

8.3.2 Downstream Classifier

For the downstream classifier, instead of designing a multilayer classifier as for the HAR use case
(see subsection 4.2.2), we will use a single fully connected layer that takes the 512-dimensional
feature vector from the encoder and maps it to the number of classes.

This is the same as in the original ResNet-18 architecture, with the difference that the final
fully connected layer is trained separately during downstream optimization, keeping all the
other layers frozen.

8.4 Selected Pretrain Tasks

Similarly to the HAR case, we selected CL and two pretext tasks for the pretraining phase.

8.4.1 Contrastive Learning

Given the success of CL in the HAR domain, we used the standard SimCLR [Chen et al., 2020]
approach. For image processing, the model consists of the ResNet-18 encoder, followed by a
projection head that maps the 512-dimensional feature vector to a lower-dimensional space.
The projection head consists of two fully connected layers with ReLU activation in between,
and a final layer that outputs the 128-dimensional representation.

(a) Augmentation 1. (b) Augmentation 2.

Figure 8.2. Contrastive learning pretraining task. The model learns to maximize the
similarity between two augmented views of the same image. The figure shows an example
of two augmented views of the same image.

At training time, the model contrasts two augmented views of the same input image (see
Figure 8.2), learning to maximize the similarity between the two representations while mini-
mizing the similarity with representations of other images in the same batch. The batch size is
set to 512, much larger than the 64 used in the HAR case, to allow for more negative samples
and thus better CL. This was made possible by the larger number of unlabeled images available
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in the STL-10 dataset with respect to the small size of the UCI HAR dataset. The augmenta-
tion pipeline consists of multiple transformations: random horizontal flip, random rotation,
random masking of a rectangular region, random crop and resize to the original size, random
color jittering, random grayscale conversion, and random Gaussian blur. These augmentations
are common in the literature [Pathak et al., 2016; Gidaris et al., 2018; Chen et al., 2020].

The augmentations are not applied in isolation, but composed together to create a more
diverse set of views. They are computed by the training data loader, letting the model see
different views of the same image at each training epoch. Similarly to the HAR implementation,
the contrastive loss is computed using the NT-Xent loss (see Equation 2.2).

8.4.2 Pretext Tasks

In addition to CL, we selected two pretext tasks with the purpose of evaluating whether they
can provide additional information when combined with CL in a multitask setting.

Masked Autoencoder

The first pretext task is a masked autoencoder that reconstructs the original image from a
masked version of it. In the implemented version, the mask is a randomly sized and positioned
rectangular region that replaces the image pixels with a uniform gray value (see Figure 8.3).

(a) Augmented. (b) Masked. (c) Reconstructed.

Figure 8.3. Masked autoencoder pretext task. The model learns to reconstruct the original
image from a masked version of it. Before the masking, the original image is augmented to
increase diversity. The figure shows an example of the original image, the masked version,
and the reconstructed image.

Masked autoencoders have been widely used for SSL in the literature, and many specialized
architectures have been proposed [Zhang et al., 2023a]. In this work, we use a direct imple-
mentation that composes the ResNet-18 encoder with a decoder mapping the 512-dimensional
feature vector back to the original image size. The decoder consists of 4 up-convolutional blocks
(each composed of a convolutional layer, batch normalization, and ReLU activation), followed
by a final convolutional layer that outputs the original image size (96 × 96 × 3) and a tanh
activation to ensure the output values are in the range [−1,1] as the input images. The loss
used is a standard mean squared error (MSE) loss, computed between the original image and
the reconstructed image. To further improve generalization, the input images are augmented
before being masked. The augmentation pipeline consists of random horizontal flip, random
crop and resize, random color jittering, random grayscale conversion, and random Gaussian
blur.
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The selected architecture performs reconstruction without any modification to the ResNet-
18 encoder, which is not specifically designed for this task. Specific techniques, such as masked
convolutions [Gao et al., 2022], and different architectures have been proposed in the literature
to improve masked reconstruction performance [Zhang et al., 2023a]. However, we decided to
keep the same encoder architecture for all tasks to facilitate comparison and focus on evaluating
multitask performance rather than optimizing individual tasks.

Rotation Prediction

The second pretext task is rotation prediction, where the model learns to predict the rotation
angle applied to the input image. This task might seem trivial, but it has been shown to be
effective for unsupervised representation learning [Gidaris et al., 2018] and as a regularizer for
CL [Kinakh et al., 2021; Addepalli et al., 2022].

During training, the input images are randomly rotated by 0◦, 90◦, 180◦, or 270◦, and the
model must predict the correct angle (see Figure 8.4).

(a) 0 degrees. (b) 90 degrees. (c) 180 degrees. (d) 270 degrees.

Figure 8.4. Rotation prediction pretext task. The model learns to predict the rotation
angle applied to an unseen input image. The images are shown with the predicted angle
(0, 90, 180, or 270 degrees). The model predicts the correct angle with 100% confidence.

The model consists of the ResNet-18 encoder followed by two fully connected layers with
ReLU activation in between. The first layer maps the 512-dimensional feature vector to a 256-
dimensional vector, and the second layer outputs a 4-dimensional vector representing the prob-
abilities of each rotation angle (softmax activation). The loss used is a standard cross-entropy
loss, computed between the predicted probabilities and the true rotation angle label. To in-
crease input diversity, the input images are augmented with a random horizontal flip.

8.4.3 Multitask SSL Model

The multitask SSL model is implemented as described in section 5.2. For the evaluation on
images, we do not test all the possible task combinations, but only the combination of CL with
one of the pretext tasks.

Similarly to the HAR case, the ResNet encoder is shared, and we use dynamic task weight-
ing to combine the losses of the different tasks. Since the main task is CL, and the other task
is intended as providing additional information, we scale the weight of the secondary pretrain
task by a factor λ (set to 0.3 in the experiments), while keeping the dynamic weights adapta-
tion during training. Reducing the contribution of the secondary task with a scale factor was
also performed by Kinakh et al. [2021] and Addepalli et al. [2022] that, however, did not use
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dynamic weighting. Kinakh et al. [2021] found that static scaling was harmful and manually
defined a schedule, forcing a zero weight for the first training epochs and 0.3 afterwards. By
contrast, our method is fully automatic.

8.5 Results

Table 8.1 summarizes the results obtained by the individual pretraining methods and the two
multitask combinations, also comparing them to the full supervised baseline. The results are
reported in terms of downstream test accuracy. Due to limitations in the available compu-
tational resources, we do not perform k-fold cross-validation, but we report the results of a
single run. Additionally, the encoders are pretrained on the full unlabeled dataset for just 450
epochs. Other works typically train for 1000 epochs or more [Kinakh et al., 2021]. By mea-
suring the downstream accuracy using previous checkpoints, we found that the performance
was still slowly increasing at the end of the pretraining phase, and thus, our reported results
might be underestimated. We, however, do not expect any qualitative difference in the results,
especially concerning the relative performance of the different methods.

Method 100 (80 + 20) 250 (200 + 50) 500 (400 + 100)

Supervised (no pretrain) 46.92 58.48 66.59

Masked Autoencoder (MAE) 42.60 46.96 49.79
Rotation Prediction (RP) 52.50 56.19 59.41
Contrastive Learning (CL) 73.65 76.65 78.51

MTL: CL + MAE 74.01 76.75 77.91
MTL: CL + RP 74.59 78.22 80.17

Table 8.1. Downstream test accuracy of the supervised training and of the different pre-
training methods on the STL-10 dataset. The supervised baseline trains the model from
scratch using the available labeled data at the different regimes. All the other models are
pretrained on the full unlabeled dataset, and then downstream training is performed on
the labeled data. The table shows the accuracy for different labeled data regimes: 100,
250, and 500 labeled images per class. For each regime, 80% of the labeled data is used for
training and 20% for validation. The best results are highlighted in bold.

The supervised baseline is reported here only for reference. The network was trained from
scratch on the available labeled data at the different regimes. To increase diversity, the input
images were augmented with random horizontal flip and random crop and resize. The results
show that the supervised model is not able to learn effectively at the reported labeled data
regimes and it is significantly outperformed by our MTL approach.

Before discussing the multitask results, it is interesting to analyze the performance of the
individual pretraining tasks. The first important consideration is that there is a very significant
difference in the performance of the individual tasks, with CL consistently outperforming the
other two pretrain objectives. Between the two pretext tasks, rotation prediction performs bet-
ter than masked autoencoder, but still with a modest downstream performance. This gap can
be explained by the fact that CL is presented with a large variety of augmentations and has a
loss that explicitly drives the shape of the learned representations. The other two tasks only
implicitly shape the representation space by solving a single problem. Their low performance
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indicates that the knowledge learned by solving these problems is less general and not directly
transferable to the downstream classification task. This effect is evident in the t-SNE visual-
ization of the embeddings obtained by rotation prediction (Figure 8.5a) and CL (Figure 8.5b),
where the separation of classes emerges only for the latter.

The situation, however, changes when we consider the multitask combinations. Combining
CL with MAE does not lead to a significant improvement. On the other hand, RP provides a
large performance boost across the different labeled data regimes (+0.94 percentage points
when using only 100 labeled images, +1.57 with 250, and +1.66 with 500). The achieved
results are not far from the reported ones on the STL-10 dataset (see Figure 1 in Kinakh et al.
[2021]).

Reconstructing the original image from a masked version of it, in addition to underper-
forming as a single-task pretrainer, seems to be redundant when combined with CL. It should
be noted that masking is one of the augmentations used to compute contrastive views, so CL
might already have acquired knowledge on reconstruction.

Rotation prediction also has a low performance when used alone, but it definitely provides
additional knowledge when used in combination with CL. The effectiveness of rotation predic-
tion when used in combination with CL is consistent with the findings of Kinakh et al. [2021]
and Addepalli et al. [2022]. Addepalli et al. [2022] highlights that the CL task is noisy be-
cause different augmentations may lead to low similarity between the two generated views of
the same image (that should count as positive examples), while at the same time the batch
may contain many images of similar content (that should count as negative pairs), especially
when the number of classes is much smaller than the batch size (in our case, 10 classes vs. 512
batch size). The rotation prediction task, instead, is totally unambiguous, leading to a much
smoother objective. The combination thus adds knowledge but also simplifies the optimization
landscape, leading to better performance.

(a) Rotation (RP) (b) Contrastive (CL) (c) MTL: CL + RP

Class
airplane
bird
car
cat
deer
dog
horse
monkey
ship
truck

Figure 8.5. t-SNE visualization of the learned representations for the STL-10 dataset. The
plotted samples are unseen during pretraining. The first two figures show the representa-
tions learned by the individual pretraining tasks: rotation prediction (RP) and contrastive
learning (CL). The third figure shows the representations learned by the multitask model
combining CL and RP. The colors represent the different classes in the dataset. The t-
SNE embeddings are computed on the 512-dimensional feature vectors obtained from the
ResNet-18 encoder.

The embedding structures generated from CL (Figure 8.5b) and multitask CL + RP (Fig-
ure 8.5c) show a reasonably clear clustering. It is interesting to note that the vehicles (planes,
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cars, ships, trucks) are close together, and each individual class is well separated. Moreover,
the airplane cluster is close to the bird cluster. The other classes are more mixed, even though
a differentiation is still visible (e.g., deer and horse are close together and far from birds). The
difference between the simple contrastive and the multitask model is not visually very evident
in the t-SNE 2D projection, even though the performance of the latter is better.

8.6 Closing Remarks

This chapter illustrated the generality of the proposed methods, showing a preliminary evalua-
tion in a different domain than HAR, which has been used as the motivating example throughout
the thesis.

The chosen example was image recognition, and the study focused on combining a strong
CL method with complementary pretext tasks. Different from the HAR case, the pretext tasks
were not designed for high performance when used alone. The study has shown that combining
CL with a complementary and smoother task (rotation prediction) leads to improvements in the
downstream performance, using the same techniques discussed in the rest of the thesis.



Chapter 9

Conclusions

As this thesis reaches its conclusion, we summarize in this chapter the main
contributions of our work, discuss its limitations, and outline potential di-
rections for future research.

9.1 Summary of Findings and Contributions

The thesis explored the combination of self-supervised learning (SSL) and multitask learning
(MTL), taking Human Activity Recognition (HAR) as a case study. The main contributions can
be summarized as follows:

• We conducted an analysis of the background and current state-of-the-art in HAR, strate-
gies for learning with limited labeled data (including self-supervised and semi-supervised
learning), MTL, and federated learning (FL). This analysis identified, in the combina-
tion of SSL and MTL, an interesting direction to explore to create robust encoders from
unlabeled and possibly federated data.

• We defined a common framework and evaluation protocol for implementing and compar-
ing different SSL methods and selected HAR as a benchmark domain.

• We identified promising pretraining objectives for SSL (including contrastive approaches
and pretext tasks) and evaluated their effectiveness on downstream performance, demon-
strating how they heavily improve performance with respect to fully supervised baselines
in low-labeled-data regimes. An important finding is that multimodal contrastive learn-
ing (CL) between raw sensor data and handcrafted features is a very effective pretraining
strategy in scarce labeled data scenarios, but as more labeled data becomes available, the
additional advantage of features fades away.

• We proposed a modular multitask SSL model that combines multiple pretraining tasks
using dynamic task weighting to create robust representations and evaluated it, show-
ing increased performance with respect to single-task baselines across all tested labeled
data regimes. In particular, we showed that dynamic task weighting effectively balances
competing pretraining objectives, enabling the combination of tasks with very different
loss scales. An extensive ablation study showed that the multitask approach is robust to
different design choices, including the number and choice of tasks, the choice of encoder
architecture, and latent dimension size.
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• We explored how to exploit a pseudo-labeling strategy to leverage unlabeled data during
downstream classifier training, and showed that it can further improve accuracy, espe-
cially in very low labeled-data regimes.

• We assessed the feasibility of applying the multitask SSL approach in a FL setting, preserv-
ing data privacy while maintaining model performance. Despite the added complexity of
multitasking, we showed that the proposed approach still surpasses the performance of
single-task baselines, even though the gap is smaller than in the centralized setting due
to the difficulty of optimizing and aggregating very different local models.

• We showed that the methods are not specific to the HAR use case, but can be adapted
to other domains. In particular, we showed how to combine CL with an auxiliary pretext
task in the image recognition domain to improve performance.

9.2 Limitations and Future Work

The methods proposed in this thesis have shown promising results, but there are still several
limitations and areas for future testing and research.

First of all, for practical reasons, all the experiments were mostly conducted on a single,
relatively small-scale dataset (UCI HAR [Anguita et al., 2013]). The dataset, widely used in the
literature, was very adapted to the task, and also challenging given the small amount of data
available. We also performed a preliminary evaluation for image recognition using the STL-
10 dataset [Coates et al., 2011], which is also widely used as a standard benchmark for SSL
methods. Performing tests on datasets with different characteristics and eventually performing
transfer learning between datasets would strengthen the results and show the generalization of
the proposed methods. Moreover, as noted by Yuan et al. [2024], the quality of the embeddings
significantly depends on the diversity and size of the unlabeled pretraining data. Thus, scaling
to datasets of orders of magnitude larger could lead to very large improvements in performance.
Given the tested feasibility of applying the proposed multitask approach in a FL setting, future
work could focus on testing the methods on massive distributed datasets, tackling at the same
time scaling and privacy issues.

Additionally, this work has mainly concentrated on evaluating all the models in the HAR
context and has performed a limited evaluation in the image recognition domain. Verifying the
effectiveness of the proposed methods in other domains would be valuable. This could also
include modifying the network architecture to fit the specific characteristics of the data and
eventually apply it to other tasks, while keeping the overall structure of the proposed multitask
approach.

Furthermore, the goal of this thesis was not to optimize and tune the individual models,
but rather to evaluate alternatives and provide a fair comparison of the different approaches.
Nonetheless, the achieved performance on downstream tasks is not very far from the fully super-
vised state-of-the-art approaches in the HAR use case [Bozkurt, 2021]. Future work could focus
on tuning the models, selecting other pretrain tasks, loss terms, and various hyperparameters
to verify the real limits of our approach in various labeled data regimes.

Our ablation studies have shown that the different tasks do not contribute equally to the
final downstream performance. An interesting direction for future work would be to refine the
analysis to identify the cross-task relationships and the interactions between them that could
be as differently specified as CL and classifying augmentations.
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The proposed dynamic task weighting strategy successfully achieved the goal of combining
multiple pretraining tasks, but more sophisticated approaches could be explored (see subsec-
tion 2.3.4). In particular, gradient-based methods, such as PCGrad [Yu et al., 2020], could
blend well with the current implementation.

Finally, the current federated implementation has concentrated on the pretraining phase
and should be extended to the downstream training phase to obtain an end-to-end privacy-
preserving solution. Such an extension could also include the integration of FL methods de-
signed for heterogeneous and unbalanced data distributions, such as Orchestra [Lubana et al.,
2022].
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Appendix A

Implementation Notes

The methods are implemented in PyTorch using a modular approach, allowing for easy integra-
tion of different methods and simplifying the configuration of the training parameters. All the
source code is available on GitHub at https://github.com/Alessandro-Gobbetti/MTSSL_

for_Label-Efficient_Learning. The repository also includes the configuration settings and
instructions to replicate our experiments.

In the following, we provide information not included in the main text that helps with
reproducing the results presented in this thesis.

Computational Environment. All experiments are conducted on a NVIDIA GeForce RTX 3080
with 10GB of GPU memory and a NVIDIA RTX A5000 with 24GB of GPU memory, along with
an Intel Core i9-10900K CPU and 128GB of RAM. The implementation is based on PyTorch
2.7.1. To ensure reproducibility, all random seeds are fixed, and the experiments are run with
deterministic algorithms to minimize variability in results.

Training Configuration. The pretraining phase uses the Adam optimizer with a learning
rate of 1× 10−3 and batch size of 64 samples. Unless explicitly discussed, we use the encoder
obtained after 200 epochs of pretraining for all methods. The downstream classifiers are trained
for a maximum of 100 epochs using the Adam optimizer with a learning rate of 1× 10−3. The
batch size for downstream training is set to 32 samples. After training, the best model is selected
based on the validation accuracy and evaluated on the fixed test set.

Multitask Learning Configuration. For multitask SSL approaches, dynamic loss weighting is
employed using the method proposed by Cipolla et al. [2018], where task-specific uncertainty
parameters are learned during training to automatically balance the contribution of different
pretext tasks. The parameters are initialized to 1 and passed to the optimizer to update them
alongside the model parameters.
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